|  |  |
| --- | --- |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) >  **Indicator** | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/onnextdatapoint.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/addline.htm) |

The methods and properties covered in this section are unique to custom indicator development.  Indicator configuration properties globally define various behaviors of indicators. All properties have default values and can be overridden by setting them in the [OnStateChange()](https://ninjatrader.com/es/support/helpGuides/nt8/onstatechange.htm) method of the indicator.

|  |
| --- |
| **Tip**:  See also the "[Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm)" section for more method and properties which are shared by NinjaScript types |

**Methods and Properties**

|  |  |
| --- | --- |
| [AddLine()](https://ninjatrader.com/es/support/helpGuides/nt8/addline.htm) | Adds line objects on a chart. |
| [AddPlot()](https://ninjatrader.com/es/support/helpGuides/nt8/addplot.htm) | Adds plot objects that define how an indicator or strategy data series render on a chart. |
| [BarsRequiredToPlot](https://ninjatrader.com/es/support/helpGuides/nt8/barsrequiredtoplot.htm) | The number of bars on a chart required before the script plots. |
| [DisplayInDataBox](https://ninjatrader.com/es/support/helpGuides/nt8/displayindatabox.htm) | Determines if plot(s) display in the chart data box. |
| [DrawHorizontalGridLines](https://ninjatrader.com/es/support/helpGuides/nt8/drawhorizontalgridlines.htm) | Plots horizontal grid lines on the indicator panel. |
| [DrawOnPricePanel](https://ninjatrader.com/es/support/helpGuides/nt8/drawonpricepanel.htm) | Determines the chart panel the draw objects renders. |
| [DrawVerticalGridLines](https://ninjatrader.com/es/support/helpGuides/nt8/drawverticalgridlines.htm) | Plots vertical grid lines on the indicator panel. |
| [IndicatorBaseConverter](https://ninjatrader.com/es/support/helpGuides/nt8/indicatorbaseconverter.htm) | A custom TypeConverter class handling the designed behavior of an indicator's property descriptor collection. |
| [IsChartOnly](https://ninjatrader.com/es/support/helpGuides/nt8/ischartonly.htm) | If true, any indicator will be only available for charting usage - indicators with this property enabled would for example not be expected to show if called in a SuperDOM or MarketAnalyzer window. |
| [IsSuspendedWhileInactive](https://ninjatrader.com/es/support/helpGuides/nt8/issuspendedwhileinactive.htm) | Prevents real-time market data events from being raised while the indicator's hosting feature is in a state that would be considered suspended and not in immediate use by a user. |
| [PaintPriceMarkers](https://ninjatrader.com/es/support/helpGuides/nt8/paintpricemarkers.htm) | If true, any indicator plot values display price markers in the y-axis. |
| [ShowTransparentPlotsInDataBox](https://ninjatrader.com/es/support/helpGuides/nt8/showtransparentplotsindatabox.htm) | Determines if plot(s) values which are set to a Transparent brush display in the chart data box. |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) >  **AddLine()** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/arelinesconfigurable.htm) |

**Definition**

Adds line objects on a chart.

|  |
| --- |
| **Note:**  Lines are **ONLY** visible from the UI property grid when AddLine() is called from **State.SetDefaults**. If your indicator or strategy dynamically adds lines during **State.Configure**, you will **NOT** have an opportunity to select the line or to set the line configuration via the UI. Alternatively, you may use custom public [Brush](https://ninjatrader.com/es/support/helpGuides/nt8/brushes.htm), [Stroke](https://ninjatrader.com/es/support/helpGuides/nt8/stroke_class.htm) or value properties which are accessible in the **State.SetDefaults** and pass those values to AddLine() during**State.Configure**. Calling AddLine() in this manner should be reserved for special cases.  Please see the examples below. |

**Methods and Properties**

|  |  |
| --- | --- |
| [AreLinesConfigurable](https://ninjatrader.com/es/support/helpGuides/nt8/arelinesconfigurable.htm) | Determines if the [line](https://ninjatrader.com/es/support/helpGuides/nt8/addline.htm)(s) used in an indicator are configurable from within the indicator dialog window. |
| [Line Class](https://ninjatrader.com/es/support/helpGuides/nt8/line_class.htm) | Objects derived from the Line class are used to characterize how an oscillator line is visually displayed (plotted) on a chart. |
| [Lines](https://ninjatrader.com/es/support/helpGuides/nt8/lines.htm) | A collection holding all of the Line objects that define the visualization characteristics oscillator lines of the indicator. |

**Syntax**

AddLine(Brush brush, double value, string name)  
AddLine(Stroke stroke, double value, string name)

|  |
| --- |
| **Warning**: This method should **ONLY**be called within the [OnStateChange()](https://ninjatrader.com/es/support/helpGuides/nt8/onstatechange.htm) method during **State.SetDefaults** or **State.Configure** |

**Parameters**

|  |  |
| --- | --- |
| brush | A Brush object used to construct the line |
| name | A string value representing the name of the line |
| stroke | A Stroke object used to construct the line |
| value | A double value representing the value the line will be drawn at |

**Examples**

| ns | **Defining a single UI configurable static line** |
| --- | --- |
|  | protected override void OnStateChange() {         if (State == State.SetDefaults)   {     Name = "Examples Indicator";       // Adds an oscillator line at a value of 30     AddLine(Brushes.Gray, 30, "Lower");   } } |

| ns | **Indicator which dynamically adds a line in State.Configure** |
| --- | --- |
|  | protected override void OnStateChange() {   if (State == State.SetDefaults)   {     Name                 = "Examples Indicator";       // logical property which user can set     UseSpecialMode   = false;     // Default brush selection pushed to the UI     MyBrush = Brushes.Red;   }   else if (State == State.Configure)   {     // if user enables logical property     if (UseSpecialMode)     {         // add line using default selected brush and special line name         AddLine(MyBrush, 40, "My Special Line");     }     else     {         // otherwise use default selected brush and regular line name         AddLine(MyBrush, 60, "My Regular Line");     }   } }     [XmlIgnore] public Brush MyBrush { get; set; }   public bool UseSpecialMode { get; set; } |

|  |  |
| --- | --- |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) >  **AddPlot()** | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/lines.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/areplotsconfigurable.htm) |

**Definition**

Adds plot objects that define how an indicator or strategy data series render on a chart. When this method is called to add a plot, an associated [Series<double>](https://ninjatrader.com/es/support/helpGuides/nt8/seriest.htm) object is created held in the [Values](https://ninjatrader.com/es/support/helpGuides/nt8/value.htm) collection.

|  |
| --- |
| **Note:**  Plots are **ONLY** visible from the UI property grid when AddPlot() is called from **State.SetDefaults**. If your indicator or strategy dynamically adds plots during **State.Configure**, you will **NOT** have an opportunity to select the plot or to set the plot configuration via the UI.  Alternatively, you may use custom public [Brush](https://ninjatrader.com/es/support/helpGuides/nt8/brushes.htm), [Stroke](https://ninjatrader.com/es/support/helpGuides/nt8/stroke_class.htm), or **PlotStyle** properties which are accessible in **State.SetDefaults** and pass those values to AddPlot() during**State.Configure**.  Calling AddPlot() in this manner should be reserved for special cases.  Please see the examples below. |

**Methods and Properties**

|  |  |
| --- | --- |
| [ArePlotsConfigurable](https://ninjatrader.com/es/support/helpGuides/nt8/areplotsconfigurable.htm) | Determines if the plot(s) used in an indicator are configurable within the indicator dialog window. |
| [Displacement](https://ninjatrader.com/es/support/helpGuides/nt8/displacement.htm) | An offset value that shifts the visually displayed value of an indicator. |
| [PlotBrushes](https://ninjatrader.com/es/support/helpGuides/nt8/plotbrushes.htm) | Holds an array of color series objects holding historical bar colors. |
| [Plots](https://ninjatrader.com/es/support/helpGuides/nt8/plots.htm) | A collection holding all of the Plot objects that define their visualization characteristics. |

**Syntax**

AddPlot(Brush brush, string name)  
AddPlot(Stroke stroke, PlotStyle plotStyle, string name)

|  |
| --- |
| **Warning**: This method should **ONLY**be called within the [OnStateChange()](https://ninjatrader.com/es/support/helpGuides/nt8/onstatechange.htm) method during **State.SetDefaults** or **State.Configure** |

**Parameters**

|  |  |
| --- | --- |
| brush | A Brush object used to construct the plot |
| name | A string representing the name of the plot |
| plotStyle | A PlotStyle object used to construct the style of the plot    Possible values:   PlotStyle.Bar PlotStyle.Block PlotStyle.Cross PlotStyle.Dot PlotStyle.Hash PlotStyle.HLine PlotStyle.Line  PlotStyle.PriceBox PlotStyle.Square PlotStyle.TriangleDown PlotStyle.TriangleLeft PlotStyle.TriangleRight PlotStyle.TriangleUp |
| stroke | A Stroke object used to construct the plot |

|  |
| --- |
| **Tips:**  1.We suggest using the NinjaScript wizard to generate your plots.  2.[Plot](https://ninjatrader.com/es/support/helpGuides/nt8/plots.htm) objects **DO NOT** hold the actual script values. They simply define how the script's values are plotted on a chart.  3.A script may calculate multiple values and therefore hold multiple plots to determine the display of each calculated value. Script values are held in the script's [Values](https://ninjatrader.com/es/support/helpGuides/nt8/value.htm) collection.  4.If you script calls AddPlot() multiple times, then multiple Values series are added per the "three value series" example below  5.For [MultiSeries scripts](https://ninjatrader.com/es/support/helpGuides/nt8/multi-time_frame__instruments.htm), plots are synched to the primary series of the NinjaScript object. |

**Examples**

| ns | **Indicator using various AddPlot() signatures** |
| --- | --- |
|  | protected override void OnStateChange() {   if (State == State.SetDefaults)   {     Name = "Examples Indicator";       // Adds a blue line style plot     AddPlot(Brushes.Blue, "myPlot");       // Adds a blue historgram style plot     AddPlot(new Stroke(Brushes.Blue), PlotStyle.Bar, "myPlot");   } } |

| ns | **Indicator which adds three value series** |
| --- | --- |
|  | protected override void OnStateChange() {   if (State == State.SetDefaults)   {     Name = "Examples Indicator";       // Add three plots and associated Series<double> objects     AddPlot(Brushes.Blue, "PlotA");     // Defines the plot for Values[0]     AddPlot(Brushes.Red, "PlotB");     // Defines the plot for Values[1]     AddPlot(Brushes.Green, "PlotC");   // Defines the plot for Values[2]   } } protected override void OnBarUpdate() {   Values[0][0] = Median[0];   // Blue "Plot A"   Values[1][0] = Low[0];       // Red "Plot B"   Values[2][0] = High[0];     // Green "Plot C" } |

| ns | **Indicator which dynamically adds a plot in State.Configure** |
| --- | --- |
|  | protected override void OnStateChange() {   if (State == State.SetDefaults)   {     Name                 = "Examples Indicator";       // logical property which user can set     UseSpecialMode   = false;     // Default brush selection pushed to the UI     MyBrush = Brushes.Red;   }   else if (State == State.Configure)   {     // if user enables logical property     if (UseSpecialMode)     {         // add plot using default selected brush and special plot name         AddPlot(MyBrush, "My Special Plot");     }     else     {         // otherwise use default selected brush and regular plot name         AddPlot(MyBrush, "My Regular Plot");     }   } }   protected override void OnBarUpdate() {   if (UseSpecialMode)     Value[0] = Close[0] + High[0] / 2;     else Value[0] = Close[0] \* TickSize / 2; }   [XmlIgnore] public Brush MyBrush { get; set; }   public bool UseSpecialMode { get; set; } |

|  |  |
| --- | --- |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) >  **BarsRequiredToPlot** | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/plots.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/displayindatabox.htm) |

**Definition**

The number of bars on a chart required before the script plots.

|  |
| --- |
| **Note**:  This property is **NOT** the same as a minimum number of bars required to calculate the script values.  OnBarUpdate will always start calculating for the first bar on the chart (CurrentBar 0) |

**Property Value**

An int value that represents the minimum number of bars required.

**Syntax**

BarsRequiredToPlot

**Examples**

| ns | |
| --- | --- |
| protected override void OnStateChange() {      if (State == State.SetDefaults)      {           BarsRequiredToPlot = 10; // Do not plot until the 11th bar on the chart          AddPlot(Brushes.Orange, "SMA");      }     } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) >  **DisplayInDataBox** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/barsrequiredtoplot.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/drawhorizontalgridlines.htm) |

**Definition**

Determines if plot(s) display in the chart data box.

**Property Value**

This property returns **true** if the indicator plot(s) values display in the chart data box; otherwise, **false**. Default set to **true**.

|  |
| --- |
| **Warning**:  This property should **ONLY** bet set from the [OnStateChange()](https://ninjatrader.com/es/support/helpGuides/nt8/onstatechange.htm) method during **State.SetDefaults** or **State.Configure** |

**Syntax**

DisplayInDataBox

**Examples**

| ns | |
| --- | --- |
| protected override void OnStateChange() {     if (State == State.SetDefaults)     {         DisplayInDataBox = false;           AddPlot(Brushes.Orange, "SMA");     } } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) >  **DrawHorizontalGridLines** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/displayindatabox.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/drawonpricepanel.htm) |

**Definition**

Plots horizontal grid lines on the indicator panel.

|  |
| --- |
| **Note**:  The indicator panel's parent chart has a similar option 'Grid line - horizontal  which if Visible property set to **false**, will override the indicator's local setting if **true**. |

**Property Value**

This property returns **true** if horizontal grid lines are plotted on the indicator panel; otherwise, **false**. Default set to **true**.

|  |
| --- |
| **Warning**:  This property should **ONLY** be set from the [OnStateChange()](https://ninjatrader.com/es/support/helpGuides/nt8/onstatechange.htm) method during **State.SetDefaults** or **State.Configure** |

**Syntax**

DrawHorizontalGridLines

**Examples**

| ns | |
| --- | --- |
| protected override void OnStateChange() {     if (State == State.SetDefaults)     {         DrawHorizontalGridLines = false; // Horizontal grid lines will not plot on the indicator panel             AddPlot(Brushes.Orange, "SMA");     } } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) >  **DrawOnPricePanel** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/drawhorizontalgridlines.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/drawverticalgridlines.htm) |

**Definition**

Determines the chart panel the draw objects renders

**Property Value**

This property returns **true** if the indicator paints draw objects on the price panel; otherwise when false, draw objects are painted on the actual indicator panel itself. Default set to **true**.

|  |
| --- |
| **Warning**:  This property should **ONLY** be set from the [OnStateChange()](https://ninjatrader.com/es/support/helpGuides/nt8/onstatechange.htm) method during **State.SetDefaults.**Dynamically using DrawOnPricePanel in an indicator outside of State.SetDefaults may show issues when working with that indicator through a hosting strategy via [AddChartIndicator()](https://ninjatrader.com/es/support/helpGuides/nt8/addchartindicator.htm). |

**Syntax**

DrawOnPricePanel

**Examples**

| ns | |
| --- | --- |
| protected override void OnStateChange() {     if (State == State.SetDefaults)      {           DrawOnPricePanel = false; // Draw objects now paint on the indicator panel itself           AddPlot(Brushes.Orange, "SMA");      } } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) >  **IndicatorBaseConverter Class** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/drawverticalgridlines.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/ischartonly.htm) |

**Definition**

A custom [TypeConverter](https://msdn.microsoft.com/en-us/library/system.componentmodel.typeconverter%28v=vs.110%29.aspx" \t "_blank) class handling the designed behavior of an indicator's property descriptor collection.  Use this as a base class for any custom **TypeConverter** you are applying to an indicator class.

|  |
| --- |
| **Notes:**  •A working NinjaScript demo can be found through the reference sample on "[Using a TypeConverter to Customize Property Grid Behavior](http://ninjatrader.com/support/forum/showthread.php?t=97919" \t "_blank)"  •When applying the custom converter, you must fully qualify the name (e.g., "NinjaTrader.NinjaScript.Indicators.MyCustomConveter")  •Additional **TypeConverter** information can be found from the [MSDN documentation](https://msdn.microsoft.com/en-us/library/system.componentmodel.typeconverter%28v=vs.110%29.aspx)  •See also [TypeConverterAttribute](https://ninjatrader.com/es/support/helpGuides/nt8/typeconverterattribute.htm)  •For Strategies, see the [StrategyBaseConverter](https://ninjatrader.com/es/support/helpGuides/nt8/strategybaseconverter.htm) class |

**Relevant base methods**

|  |  |
| --- | --- |
| [TypeConverter.GetProperties()](https://msdn.microsoft.com/en-us/library/system.componentmodel.typeconverter.getproperties(v=vs.110).aspx) | When overriding **GetProperties()**, calling base.GetProperties() ensures that all default property grid behavior works as designed |
| [TypeConverter.GetPropertiesSupported()](https://msdn.microsoft.com/en-us/library/system.componentmodel.typeconverter.getpropertiessupported(v=vs.110).aspx) | In your custom converter class, you must override **GetPropertiesSupported()**and return a value of **true** in order for your custom type converter to work |

**Syntax**

public class IndicatorBaseConverter : TypeConverter

|  |
| --- |
| **Warning**:  Failure to apply a type of **IndicatorBaseConverter** on an indicator class can result in unpredictable behavior of the standard NinjaTrader WPF property grid. |

|  |
| --- |
| **Tip**: Common indicator functions like Print() are not available to a type converter instance.  To debug a type converter class, you can use the AddOn [Debug Concepts](https://ninjatrader.com/es/support/helpGuides/nt8/alert_and_debug_concepts.htm) or [attach to a debugger](https://ninjatrader.com/es/support/helpGuides/nt8/visual_studio_debugging.htm) (recommended) |

**Examples**

| ns | |
| --- | --- |
| //This namespace holds Indicators in this folder and is required. Do not change it. namespace NinjaTrader.NinjaScript.Indicators {   // When applying the type converter, you must fully qualify the name   [TypeConverter("NinjaTrader.NinjaScript.Indicators.MyCustomConveter")]   public class MyCustomIndicator : Indicator   {     protected override void OnStateChange()     {         if (State == State.SetDefaults)         {           Name   = "MyCustomIndicator";         }     }       protected override void OnBarUpdate()     {         //Add your custom indicator logic here.     }   }     public class MyCustomConveter : IndicatorBaseConverter   {     // A general TypeConveter method used for converting types     public override PropertyDescriptorCollection GetProperties(ITypeDescriptorContext context, object component, Attribute[] attrs)     {         // sometimes you may need the indicator instance which actually exists on the grid         MyCustomIndicator indicator = component as MyCustomIndicator;           // base.GetProperties ensures we have all the properties (and associated property grid editors)         // NinjaTrader internal logic handles for a given indicator         PropertyDescriptorCollection propertyDescriptorCollection = base.GetPropertiesSupported(context)                 ? base.GetProperties(context, component, attrs) : TypeDescriptor.GetProperties(component, attrs);           if (indicator == null || propertyDescriptorCollection == null)           return propertyDescriptorCollection;           // example of why you may need the instance that exists on the grid....         if (indicator.EntryHandling == EntryHandling.UniqueEntries)         {           // do something in the event a property contains some value...         }           // Loop all of the properties of the indicator         foreach (PropertyDescriptor property in propertyDescriptorCollection)         {           // do something with a specific property             // cannot call Print() here           // but you can call the static Output window "Process()"           NinjaTrader.Code.Output.Process(property.Name, PrintTo.OutputTab1);         }           // must return the collection after making changes         return propertyDescriptorCollection;     }       // Important:  This must return true otherwise the type converter will not be called     public override bool GetPropertiesSupported(ITypeDescriptorContext context)     { return true; }     }   } } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) >  **IsChartOnly** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/indicatorbaseconverter.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/issuspendedwhileinactive.htm) |

**Definition**

If true, any indicator will be only available for charting usage - indicators with this property enabled would for example not be expected to show if called in a SuperDOM or MarketAnalyzer window.

**Property Value**

This property returns **true** if the indicator can only be used on a chart; otherwise, **false**. Default set to **false**.

|  |
| --- |
| **Warning**:  This property should **ONLY** bet set from the [OnStateChange()](https://ninjatrader.com/es/support/helpGuides/nt8/onstatechange.htm) method during **State.SetDefaults** or **State.Configure** |

**Syntax**

IsChartOnly

**Examples**

| ns | |
| --- | --- |
| protected override void OnStateChange() {     if (State == State.SetDefaults)     {         IsChartOnly = true; // Allow the indicator to work in charting environment only           } } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) >  **IsChartOnly** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/indicatorbaseconverter.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/issuspendedwhileinactive.htm) |

**Definition**

If true, any indicator will be only available for charting usage - indicators with this property enabled would for example not be expected to show if called in a SuperDOM or MarketAnalyzer window.

**Property Value**

This property returns **true** if the indicator can only be used on a chart; otherwise, **false**. Default set to **false**.

|  |
| --- |
| **Warning**:  This property should **ONLY** bet set from the [OnStateChange()](https://ninjatrader.com/es/support/helpGuides/nt8/onstatechange.htm) method during **State.SetDefaults** or **State.Configure** |

**Syntax**

IsChartOnly

**Examples**

| ns | |
| --- | --- |
| protected override void OnStateChange() {     if (State == State.SetDefaults)     {         IsChartOnly = true; // Allow the indicator to work in charting environment only           } } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) >  **IsSuspendedWhileInactive** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/ischartonly.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/paintpricemarkers.htm) |

**Definition**

Prevents OnBarUpdate from being raised while the indicators display is not in use.  Enabling this property in your indicator helps save CPU cycles while the indicator is suspended and not in use by a user.  Once the indicator is in a state that would no longer be considered suspended, the historical OnBarUpdate() events will be triggered allowing the indicator to catch up to current real-time values.

Suspension occurs in the following scenarios:

•Minimized Chart

•Minimized Market Analyzer

•Minimized Hot List Analyzer

•Minimized SuperDOM

•Background tabs of above features are considered "minimized"

•Inactive workspaces in the background

|  |
| --- |
| **Note**:  Since events in OnBarUpdate() will not be processed while the indicator is suspended, internal NinjaScript functions such as [Alert()](https://ninjatrader.com/es/support/helpGuides/nt8/alert.htm), [PlaySound()](https://ninjatrader.com/es/support/helpGuides/nt8/playsound.htm), [Share()](https://ninjatrader.com/es/support/helpGuides/nt8/share.htm), [Print()](https://ninjatrader.com/es/support/helpGuides/nt8/print.htm), etc - or any other method that would be used to notify a user of activity will **NOT** be processed until the indicator is un-suspended. |

**Scenarios where suspension will not occur**

The **IsSuspendedWhileInactive** property will be ignored and real-time events will be processed as normal under the following cases:

•Indicators running in [Automated NinjaScript Strategies](https://ninjatrader.com/es/support/helpGuides/nt8/running_a_ninjascript_strategy.htm)

•Indicators which have [manually configured alerts](https://ninjatrader.com/es/support/helpGuides/nt8/alerts_dialog.htm)

•Indicators which have been [manually attached to orders](https://ninjatrader.com/es/support/helpGuides/nt8/attachingorderstoindicators.htm)

**Property Value**

This property returns **true** if indicator can take advantage of suspension optimization; otherwise, **false**. Default set to **false**.

|  |
| --- |
| **Note**:  This property is overridden to "**true**" automatically by the [NinjaScript Code Wizard](https://ninjatrader.com/es/support/helpGuides/nt8/ns_wizard.htm).  You will need to remove the property to return to the default value or manually set it to false to disable this behavior |

|  |
| --- |
| **Warning**:  This property should **ONLY** bet set from the [OnStateChange()](https://ninjatrader.com/es/support/helpGuides/nt8/onstatechange.htm) method during **State.SetDefaults** or **State.Configure** |

**Syntax**

IsSuspendedWhileInactive

**Examples**

| ns | |
| --- | --- |
| protected override void OnStateChange() {     if (State == State.SetDefaults)     {         IsSuspendedWhileInactive = true;     } } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) >  **PaintPriceMarkers** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/issuspendedwhileinactive.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/showtransparentplotsindatabox.htm) |

**Definition**

If true, any indicator plot values display price markers in the y-axis.

**Property Value**

This property returns **true** if the indicator plot values display in the y-axis; otherwise, **false**. Default set to **true**.

|  |
| --- |
| **Warning**:  This property should **ONLY** bet set from the [OnStateChange()](https://ninjatrader.com/es/support/helpGuides/nt8/onstatechange.htm) method during **State.SetDefaults** or **State.Configure** |

**Syntax**

PaintPriceMarkers

**Examples**

| ns | |
| --- | --- |
| protected override void OnStateChange() {     if (State == State.SetDefaults)     {         PaintPriceMarkers = true; // Indicator plots values display in the y-axis             AddPlot(Brushes.Orange, "SMA");     } } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) >  **ShowTransparentPlotsInDataBox** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/paintpricemarkers.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/market_analyzer_column.htm) |

**Definition**

Determines if plot(s) values which are set to a Transparent brush display in the chart data box.  The default behavior is to hide any plots which have been configured as a Transparent brush, however this behavior can be changed by setting **ShowTransparentPlotsInDataBox** to **true** on the indicator.

**Property Value**

This property returns **true** if transparent indicator plot(s) values display in the chart data box; otherwise, **false**. Default set to **false**.

|  |
| --- |
| **Warning**:  This property should **ONLY** bet set from the [OnStateChange()](https://ninjatrader.com/es/support/helpGuides/nt8/onstatechange.htm) method during **State.SetDefaults** or **State.Configure** |

**Syntax**

ShowTransparentPlotsInDataBox

**Examples**

| ns | |
| --- | --- |
| protected override void OnStateChange() {     if (State == State.SetDefaults)     {         ShowTransparentPlotsInDataBox = true;           AddPlot(Brushes.Transparent, "MyPlot");     } } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Strategy](https://ninjatrader.com/es/support/helpGuides/nt8/strategy.htm) >  **AddChartIndicator()** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/strategy_account.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/strategy.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/addperformancemetric.htm) |

**Definition**

Adds an indicator to the strategy only for the purpose of displaying it on a chart.

|  |
| --- |
| **Notes**:  •Only the Plot properties of an indicator added by AddChartIndicator() will be accessible in the Indicators dialogue on charts. Other properties must be set in code.  •To add Bars objects to your strategy for calculation purposes see the [AddDataSeries()](https://ninjatrader.com/es/support/helpGuides/nt8/adddataseries.htm) method.  •An indicator being added via AddChartIndicator() cannot use any additional data series hosted by the calling strategy, but can only use the strategy's primary data series. If you wish to use a different data series for the indicator's input, you can add the series in the indicator itself and explicitly reference it in the indicator code (please make sure though the hosting strategy has the same [AddDataSeries()](https://ninjatrader.com/es/support/helpGuides/nt8/adddataseries.htm) call included as well)  o If a secondary or null Bars series is specified by the calling strategy (not the indicator itself), the strategy's primary series will be substituted instead.  •Dynamically using [DrawOnPricePanel](https://ninjatrader.com/es/support/helpGuides/nt8/drawonpricepanel.htm) in an indicator outside of State.SetDefaults may show issues when working with that indicator through a hosting strategy via [AddChartIndicator()](https://ninjatrader.com/es/support/helpGuides/nt8/addchartindicator.htm). |

**Method Return Value**

This method does not return a value.

**Syntax**  
AddChartIndicator(IndicatorBase indicator)

|  |
| --- |
| **Warning**:  This method should **ONLY** be called from the [OnStateChange()](https://ninjatrader.com/es/support/helpGuides/nt8/onstatechange.htm) method during **State.DataLoaded** |

**Parameters**

|  |  |
| --- | --- |
| indicator | An indicator object |

**Examples**

| ns |
| --- |
| protected override void OnStateChange() {     if (State == State.DataLoaded)     {         // Charts a 20 period simple moving average to the chart         AddChartIndicator(SMA(20));     } } |

|  |
| --- |
| **Tip**:  If you are adding an indicator which is dependent on the correct [State](https://ninjatrader.com/es/support/helpGuides/nt8/state.htm) of the indicator, you will need to ensure that you are also calling the indicator from the strategy in [OnBarUpdate()](https://ninjatrader.com/es/support/helpGuides/nt8/onbarupdate.htm), otherwise your indicator will only process in **State.RealTime** for performance optimizations. |

| ns | |
| --- | --- |
| protected override void OnStateChange() {   if (State == State.DataLoaded)   {     // Charts a 20 period simple moving average to the chart     AddChartIndicator(SMA(20));   } }   protected override void OnBarUpdate() {     // call SMA() historically to ensure the indicator processes its historical states as well   double sma = SMA(20)[0]; } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) >  **AddLine()** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/arelinesconfigurable.htm) |

**Definition**

Adds line objects on a chart.

|  |
| --- |
| **Note:**  Lines are **ONLY** visible from the UI property grid when AddLine() is called from **State.SetDefaults**. If your indicator or strategy dynamically adds lines during **State.Configure**, you will **NOT** have an opportunity to select the line or to set the line configuration via the UI. Alternatively, you may use custom public [Brush](https://ninjatrader.com/es/support/helpGuides/nt8/brushes.htm), [Stroke](https://ninjatrader.com/es/support/helpGuides/nt8/stroke_class.htm) or value properties which are accessible in the **State.SetDefaults** and pass those values to AddLine() during**State.Configure**. Calling AddLine() in this manner should be reserved for special cases.  Please see the examples below. |

**Methods and Properties**

|  |  |
| --- | --- |
| [AreLinesConfigurable](https://ninjatrader.com/es/support/helpGuides/nt8/arelinesconfigurable.htm) | Determines if the [line](https://ninjatrader.com/es/support/helpGuides/nt8/addline.htm)(s) used in an indicator are configurable from within the indicator dialog window. |
| [Line Class](https://ninjatrader.com/es/support/helpGuides/nt8/line_class.htm) | Objects derived from the Line class are used to characterize how an oscillator line is visually displayed (plotted) on a chart. |
| [Lines](https://ninjatrader.com/es/support/helpGuides/nt8/lines.htm) | A collection holding all of the Line objects that define the visualization characteristics oscillator lines of the indicator. |

**Syntax**

AddLine(Brush brush, double value, string name)  
AddLine(Stroke stroke, double value, string name)

|  |
| --- |
| **Warning**: This method should **ONLY**be called within the [OnStateChange()](https://ninjatrader.com/es/support/helpGuides/nt8/onstatechange.htm) method during **State.SetDefaults** or **State.Configure** |

**Parameters**

|  |  |
| --- | --- |
| brush | A Brush object used to construct the line |
| name | A string value representing the name of the line |
| stroke | A Stroke object used to construct the line |
| value | A double value representing the value the line will be drawn at |

**Examples**

| ns | **Defining a single UI configurable static line** |
| --- | --- |
|  | protected override void OnStateChange() {         if (State == State.SetDefaults)   {     Name = "Examples Indicator";       // Adds an oscillator line at a value of 30     AddLine(Brushes.Gray, 30, "Lower");   } } |

| ns | **Indicator which dynamically adds a line in State.Configure** |
| --- | --- |
|  | protected override void OnStateChange() {   if (State == State.SetDefaults)   {     Name                 = "Examples Indicator";       // logical property which user can set     UseSpecialMode   = false;     // Default brush selection pushed to the UI     MyBrush = Brushes.Red;   }   else if (State == State.Configure)   {     // if user enables logical property     if (UseSpecialMode)     {         // add line using default selected brush and special line name         AddLine(MyBrush, 40, "My Special Line");     }     else     {         // otherwise use default selected brush and regular line name         AddLine(MyBrush, 60, "My Regular Line");     }   } }     [XmlIgnore] public Brush MyBrush { get; set; }   public bool UseSpecialMode { get; set; } |

|  |  |
| --- | --- |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) >  **AddPlot()** | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/lines.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/areplotsconfigurable.htm) |

**Definition**

Adds plot objects that define how an indicator or strategy data series render on a chart. When this method is called to add a plot, an associated [Series<double>](https://ninjatrader.com/es/support/helpGuides/nt8/seriest.htm) object is created held in the [Values](https://ninjatrader.com/es/support/helpGuides/nt8/value.htm) collection.

|  |
| --- |
| **Note:**  Plots are **ONLY** visible from the UI property grid when AddPlot() is called from **State.SetDefaults**. If your indicator or strategy dynamically adds plots during **State.Configure**, you will **NOT** have an opportunity to select the plot or to set the plot configuration via the UI.  Alternatively, you may use custom public [Brush](https://ninjatrader.com/es/support/helpGuides/nt8/brushes.htm), [Stroke](https://ninjatrader.com/es/support/helpGuides/nt8/stroke_class.htm), or **PlotStyle** properties which are accessible in **State.SetDefaults** and pass those values to AddPlot() during**State.Configure**.  Calling AddPlot() in this manner should be reserved for special cases.  Please see the examples below. |

**Methods and Properties**

|  |  |
| --- | --- |
| [ArePlotsConfigurable](https://ninjatrader.com/es/support/helpGuides/nt8/areplotsconfigurable.htm) | Determines if the plot(s) used in an indicator are configurable within the indicator dialog window. |
| [Displacement](https://ninjatrader.com/es/support/helpGuides/nt8/displacement.htm) | An offset value that shifts the visually displayed value of an indicator. |
| [PlotBrushes](https://ninjatrader.com/es/support/helpGuides/nt8/plotbrushes.htm) | Holds an array of color series objects holding historical bar colors. |
| [Plots](https://ninjatrader.com/es/support/helpGuides/nt8/plots.htm) | A collection holding all of the Plot objects that define their visualization characteristics. |

**Syntax**

AddPlot(Brush brush, string name)  
AddPlot(Stroke stroke, PlotStyle plotStyle, string name)

|  |
| --- |
| **Warning**: This method should **ONLY**be called within the [OnStateChange()](https://ninjatrader.com/es/support/helpGuides/nt8/onstatechange.htm) method during **State.SetDefaults** or **State.Configure** |

**Parameters**

|  |  |
| --- | --- |
| brush | A Brush object used to construct the plot |
| name | A string representing the name of the plot |
| plotStyle | A PlotStyle object used to construct the style of the plot    Possible values:   PlotStyle.Bar PlotStyle.Block PlotStyle.Cross PlotStyle.Dot PlotStyle.Hash PlotStyle.HLine PlotStyle.Line  PlotStyle.PriceBox PlotStyle.Square PlotStyle.TriangleDown PlotStyle.TriangleLeft PlotStyle.TriangleRight PlotStyle.TriangleUp |
| stroke | A Stroke object used to construct the plot |

|  |
| --- |
| **Tips:**  1.We suggest using the NinjaScript wizard to generate your plots.  2.[Plot](https://ninjatrader.com/es/support/helpGuides/nt8/plots.htm) objects **DO NOT** hold the actual script values. They simply define how the script's values are plotted on a chart.  3.A script may calculate multiple values and therefore hold multiple plots to determine the display of each calculated value. Script values are held in the script's [Values](https://ninjatrader.com/es/support/helpGuides/nt8/value.htm) collection.  4.If you script calls AddPlot() multiple times, then multiple Values series are added per the "three value series" example below  5.For [MultiSeries scripts](https://ninjatrader.com/es/support/helpGuides/nt8/multi-time_frame__instruments.htm), plots are synched to the primary series of the NinjaScript object. |

**Examples**

| ns | **Indicator using various AddPlot() signatures** |
| --- | --- |
|  | protected override void OnStateChange() {   if (State == State.SetDefaults)   {     Name = "Examples Indicator";       // Adds a blue line style plot     AddPlot(Brushes.Blue, "myPlot");       // Adds a blue historgram style plot     AddPlot(new Stroke(Brushes.Blue), PlotStyle.Bar, "myPlot");   } } |

| ns | **Indicator which adds three value series** |
| --- | --- |
|  | protected override void OnStateChange() {   if (State == State.SetDefaults)   {     Name = "Examples Indicator";       // Add three plots and associated Series<double> objects     AddPlot(Brushes.Blue, "PlotA");     // Defines the plot for Values[0]     AddPlot(Brushes.Red, "PlotB");     // Defines the plot for Values[1]     AddPlot(Brushes.Green, "PlotC");   // Defines the plot for Values[2]   } } protected override void OnBarUpdate() {   Values[0][0] = Median[0];   // Blue "Plot A"   Values[1][0] = Low[0];       // Red "Plot B"   Values[2][0] = High[0];     // Green "Plot C" } |

| ns | **Indicator which dynamically adds a plot in State.Configure** |
| --- | --- |
|  | protected override void OnStateChange() {   if (State == State.SetDefaults)   {     Name                 = "Examples Indicator";       // logical property which user can set     UseSpecialMode   = false;     // Default brush selection pushed to the UI     MyBrush = Brushes.Red;   }   else if (State == State.Configure)   {     // if user enables logical property     if (UseSpecialMode)     {         // add plot using default selected brush and special plot name         AddPlot(MyBrush, "My Special Plot");     }     else     {         // otherwise use default selected brush and regular plot name         AddPlot(MyBrush, "My Regular Plot");     }   } }   protected override void OnBarUpdate() {   if (UseSpecialMode)     Value[0] = Close[0] + High[0] / 2;     else Value[0] = Close[0] \* TickSize / 2; }   [XmlIgnore] public Brush MyBrush { get; set; }   public bool UseSpecialMode { get; set; } |

|  |  |
| --- | --- |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Drawing](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) >  **AllowRemovalOfDrawObjects** | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/brushes.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/backbrush.htm) |

**Definition**

Determines if programmatically drawn [DrawObjects](https://ninjatrader.com/es/support/helpGuides/nt8/drawingtools_drawobjects.htm) are allowed to remove manually from the chart

**Property Value**

When set to **true**, the draw objects from the indicator or strategy can be deleted from the chart manually by a user. If **false**, draw objects from the indicator or strategy can only be removed from the chart if the script removes the drawing object, or the script is terminates.  Default set to **false**.

**Syntax**

AllowRemovalOfDrawObjects

**Examples**

|  |  |
| --- | --- |
| ns |  |
| protected override void OnStateChange() {     Add(new Plot(Brushes.Orange, "SMA"));     AllowRemovalOfDrawObjects = true; // Draw objects can be removed separately from the script } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) > [AddLine()](https://ninjatrader.com/es/support/helpGuides/nt8/addline.htm) >  **AreLinesConfigurable** | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/addline.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/addline.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/line_class.htm) |

**Definition**

Determines if the [line](https://ninjatrader.com/es/support/helpGuides/nt8/addline.htm)(s) used in an indicator are configurable from within the indicator dialog window.

**Property Value**

A bool which **true** if any indicator line(s) are configurable; otherwise, **false**. Default set to **true**.

**Syntax**

AreLinesConfigurable

**Examples**

| ns | |
| --- | --- |
| protected override void OnStateChange() {     if (State == State.SetDefaults)     {         AddLine(Brushes.Gray, 30, "Lower");         AreLinesConfigurable = false; // Indicator lines are not configurable     } } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) > [AddPlot()](https://ninjatrader.com/es/support/helpGuides/nt8/addplot.htm) >  **ArePlotsConfigurable** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/addplot.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/addplot.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/displacement.htm) |

**Definition**

Determines if the plot(s) used in an indicator are configurable within the indicator dialog window.

**Property Value**

A bool which returns **true** if any indicator plot(s) are configurable; otherwise, **false**. Default set to **true**.

**Syntax**

ArePlotsConfigurable

**Examples**

| ns | |
| --- | --- |
| protected override void OnStateChange() {     if (State == State.SetDefaults)     {         AddPlot(Brushes.Orange, "SMA");         ArePlotsConfigurable = false; // Plots are not configurable in the indicator dialog     } } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Drawing](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) >  **BackBrush** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/allowremovalofdrawobjects.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/backbrushall.htm) |

**Definition**

Sets the brush used for painting the chart panel's background color for the current bar.

|  |
| --- |
| **Note**: This property will only set the back color for the panel the indicator is running.  To set background color for all panels, please see the [BackBrushAll](https://ninjatrader.com/es/support/helpGuides/nt8/backbrushall.htm) property. |

**Property Value**

A [Brush](http://msdn.microsoft.com/en-us/library/system.windows.media.brush(v=vs.110).aspx" \t "_blank) object that represents the color of the current chart bar.

**Syntax**

BackBrush

|  |
| --- |
| **Warning**:  You may have up to 65,535 unique BackBrush instances, therefore, using [static predefined brushes](https://ninjatrader.com/es/support/helpGuides/nt8/working_with_brushes.htm) should be favored.  Alternatively,  in order to use fewer brushes, please try to cache your custom brushes until a new brush would actually need to be created. |

**Examples**

| ns |
| --- |
| protected override void OnBarUpdate() {     // Sets the chart panel back color to pale green     BackBrush = Brushes.PaleGreen;       // Sets the back color to to null which will use the default color set in the chart properties dialog window     BackBrush = null;       // Sets the back color to maroon when the closing price is less than the 20 period SMA // and to lime green when above (see image below)     BackBrush = SMA(20)[0] >= Close[0] ? Brushes.Maroon : Brushes.LimeGreen; } |

![MAPriceBars](data:image/png;base64,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)

|  |  |
| --- | --- |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Drawing](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) >  **BackBrushAll** | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/backbrush.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/backbrushes.htm) |

**Definition**

A collection of prior back brushes used for the background colors for all chart panels.

**Property Value**

A [Brush](http://msdn.microsoft.com/en-us/library/system.windows.media.brush(v=vs.110).aspx" \t "_blank) object that represents the color of the current chart bar.

|  |
| --- |
| **Tip**:  To reset the Chart background color to the default background color property, set the **BackBrush** to null for that bar. |

**Syntax**

BackBrushAll

|  |
| --- |
| **Warning**:  You may have up to 65,535 unique BackBrushAll instances, therefore, using [static predefined brushes](https://ninjatrader.com/es/support/helpGuides/nt8/working_with_brushes.htm) should be favored.  Alternatively,  in order to use fewer brushes, please try to cache your custom brushes until a new brush would actually need to be created. |

**Examples**

| ns |
| --- |
| protected override void OnBarUpdate() {     // Sets the back color to pale green     BackBrushAll = Brushes.PaleGreen;       // Sets the back color to null to use the default color set in the chart properties dialog window     BackBrushAll = null;       // Sets the back color to pink when the closing price is less than the 20 period SMA     // and to lime green when above (see image below)     BackBrushAll = SMA(20)[0] >= Close[0] ? Brushes.Pink : Brushes.PaleGreen; } |

![MAPriceBars2](data:image/png;base64,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)

|  |  |
| --- | --- |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Drawing](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) >  **BackBrushes** | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/backbrushall.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/backbrushesall.htm) |

**Definition**

A collection of prior back brushes used for the background colors of the chart panel.

**Property Value**

A brush series type object. Accessing this property via an index value [int *barsAgo*] returns a [Brush](http://msdn.microsoft.com/en-us/library/system.windows.media.brush(v=vs.110).aspx" \t "_blank) object representing the color of the background color on the referenced bar.

**Syntax**

BackBrushes

BackBrushes[int *barsAgo*]

|  |
| --- |
| **Warning**:  You may have up to 65,535 unique BackBrushes instances, therefore, using [static predefined brushes](https://ninjatrader.com/es/support/helpGuides/nt8/working_with_brushes.htm) should be favored.  Alternatively,  in order to use fewer brushes, please try to cache your custom brushes until a new brush would actually need to be created. |

**Examples**

| ns | |
| --- | --- |
| protected override void OnBarUpdate() {     if (CurrentBar < 1)         return;       // Sets the color of the background on the current bar as blue     BackBrushes[0] = Brushes.Blue;       // Sets the color of the background on the previous bar as orange     BackBrushes[1] = Brushes.Orange; } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Drawing](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) >  **BackBrushesAll** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/backbrushes.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/barbrush.htm) |

**Definition**

A collection of historical brushes used for the background colors for all chart panels.

**Property Value**

A brush series type object. Accessing this property via an index value [int *barsAgo*] returns a [Brush](http://msdn.microsoft.com/en-us/library/system.windows.media.brush(v=vs.110).aspx" \t "_blank) object representing the color of the background color on the referenced bar for all chart panels.

**Syntax**

BackBrushesAll  
BackBrushesAll[int *barsAgo*]

|  |
| --- |
| **Warning**:  You may have up to 65,535 unique BackBrushAll instances, therefore, using [static predefined brushes](https://ninjatrader.com/es/support/helpGuides/nt8/working_with_brushes.htm) should be favored.  Alternatively,  in order to use fewer brushes, please try to cache your custom brushes until a new brush would actually need to be created. |

**Examples**

| ns | |
| --- | --- |
| protected override void OnBarUpdate() {     if (CurrentBar < 1)         return;       // Sets the color of the background on the current bar as blue on all chart panels.     BackBrushesAll[0] = Brushes.Blue;       // Sets the color of the background on the previous bar as orange on all chart panels.     BackBrushesAll[1] = Brushes.Orange; } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Drawing](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) >  **BarBrush** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/backbrushesall.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/barbrushes.htm) |

**Definition**

Sets the brush used for painting the color of a price bar's body.

**Property Value**

A [Brush](http://msdn.microsoft.com/en-us/library/system.windows.media.brush(v=vs.110).aspx) object that represents the color of this price bar.

|  |
| --- |
| **Tip**: To set the price bar color to an empty color which uses the default bar color property, set the **BackBrush** to null for that bar. |

**Syntax**

BarBrush

|  |
| --- |
| **Warning**:  You may have up to 65,535 unique BarBrush instances, therefore, using [static predefined brushes](https://ninjatrader.com/es/support/helpGuides/nt8/working_with_brushes.htm) should be favored.  Alternatively,  in order to use fewer brushes, please try to cache your custom brushes until a new brush would actually need to be created. |

**Examples**

| ns | |
| --- | --- |
| protected override void OnBarUpdate() {     // Sets the bar color to yellow     BarBrush = Brushes.Yellow;       // Sets the brush used for the bar color to its default color as defined in the chart properties dialog     BarBrush = null;       // Sets the bar color to yellow if the 20 SMA is above the 50 SMA and the closing     // price is above the 20 SMA (see image below)     if (SMA(20)[0] > SMA(50)[0] && Close[0] > SMA(20)[0])         BarBrush = Brushes.Yellow; } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Drawing](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) >  **BarBrushes** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/barbrush.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/candleoutlinebrush.htm) |

**Definition**

A collection of historical brushes used for painting the color of a price bar's body.

**Property Value**

A brush series type object. Accessing this property via an index value [int *barsAgo*] returns a [Brush](http://msdn.microsoft.com/en-us/library/system.windows.media.brush(v=vs.110).aspx" \t "_blank) object representing the referenced bar's color.

|  |
| --- |
| **Note**: This will only return the color of a bar in which an explicit color overwrite was used. Otherwise it will return null. |

**Syntax**

BarBrushes  
BarBrushes[int *barsAgo*]

|  |
| --- |
| **Warning**:  You may have up to 65,535 unique BarBrushes instances, therefore, using [static predefined brushes](https://ninjatrader.com/es/support/helpGuides/nt8/working_with_brushes.htm) should be favored.  Alternatively,  in order to use fewer brushes, please try to cache your custom brushes until a new brush would actually need to be created. |

**Examples**

| ns | |
| --- | --- |
| protected override void OnBarUpdate() {     if (CurrentBar < 1)         return;       // Sets the color of the current bar to blue.     BarBrushes[0] = Brushes.Blue;       // Sets the color of the previous bar to orange.     BarBrushes[1] = Brushes.Orange;   } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Drawing](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) >  **CandleOutlineBrush** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/barbrushes.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/candleoutlinebrushes.htm) |

**Definition**

Sets the outline Brush of a candlestick.

**Property Value**

A [brush](http://msdn.microsoft.com/en-us/library/system.windows.media.brush(v=vs.110).aspx) object that represents the color of this price bar.

**Syntax**

CandleOutlineBrush

|  |
| --- |
| **Warning**:  You may have up to 65,535 unique CandleOutlineBrushes instances, therefore, using [static predefined brushes](https://ninjatrader.com/es/support/helpGuides/nt8/working_with_brushes.htm) should be favored.  Alternatively,  in order to use fewer brushes, please try to cache your custom brushes until a new brush would actually need to be created. |

**Examples**

| ns | |
| --- | --- |
| // Sets the candle outline color to black CandleOutlineBrush = Brushes.Black; | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Drawing](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) >  **CandleOutlineBrushes** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/candleoutlinebrush.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/drawingtools_drawobjects.htm) |

**Definition**

A collection of historical outline brushes for candlesticks.

**Property Value**

A brush series type object. Accessing this property via an index value [int *barsAgo*] returns a [brush](http://msdn.microsoft.com/en-us/library/system.windows.media.brush(v=vs.110).aspx" \t "_blank) structure representing the referenced bar's outline color.

|  |
| --- |
| **Note**: This will only return the color of a candlestick outline in which an explicit color overwrite was used. Otherwise it will return null. |

**Syntax**

CandleOutlineBrushes  
CandleOutlineBrushes[int *barsAgo*]

|  |
| --- |
| **Warning**:  You may have up to 65,535 unique CandleOutlineBrushes instances, therefore, using [static predefined brushes](https://ninjatrader.com/es/support/helpGuides/nt8/working_with_brushes.htm) should be favored.  Alternatively,  in order to use fewer brushes, please try to cache your custom brushes until a new brush would actually need to be created. |

**Examples**

| ns | |
| --- | --- |
| // Sets the outline color of the current bar to black. CandleOutlineBrushes[0] = Brushes.Black;   // Sets the outline color of the previous bar to blue. CandleOutlineBrushes[1] = Brushes.Blue; | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) >  **DisplayInDataBox** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/barsrequiredtoplot.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/drawhorizontalgridlines.htm) |

**Definition**

Determines if plot(s) display in the chart data box.

**Property Value**

This property returns **true** if the indicator plot(s) values display in the chart data box; otherwise, **false**. Default set to **true**.

|  |
| --- |
| **Warning**:  This property should **ONLY** bet set from the [OnStateChange()](https://ninjatrader.com/es/support/helpGuides/nt8/onstatechange.htm) method during **State.SetDefaults** or **State.Configure** |

**Syntax**

DisplayInDataBox

**Examples**

| ns | |
| --- | --- |
| protected override void OnStateChange() {     if (State == State.SetDefaults)     {         DisplayInDataBox = false;           AddPlot(Brushes.Orange, "SMA");     } } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Charts](https://ninjatrader.com/es/support/helpGuides/nt8/chart.htm) >  **IsOverlay** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/isautoscale.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/chart.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/isseparatezorder.htm) |

**Definition**

Determines if indicator plot(s) are drawn on the chart panel over top of price.  Setting this value to true will also allow an Indicator to be used as a [SuperDOM Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/working_with_indicators_superdom.htm).

**Property Value**

This property returns **true** if any indicator plot(s) are drawn on the chart panel; otherwise, **false**. Default set to **false**.

|  |
| --- |
| **Warning**:  This property should **ONLY** bet set from the [OnStateChange()](https://ninjatrader.com/es/support/helpGuides/nt8/onstatechange.htm) method during **State.SetDefaults** or **State.Configure** |

**Syntax**

IsOverlay

**Examples**

| ns | |
| --- | --- |
| protected override void OnStateChange() {     if (State == State.SetDefaults)     {         IsOverlay = true; // Indicator plots are drawn on the chart panel on top of price             AddPlot(Brushes.Orange, "SMA");     } } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) > [AddPlot()](https://ninjatrader.com/es/support/helpGuides/nt8/addplot.htm) >  **PlotBrushes** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/displacement.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/addplot.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/plots.htm) |

**Definition**

Holds an array of color series objects holding historical bar colors. A color series object is added to this array when calling the [AddPlot()](https://ninjatrader.com/es/support/helpGuides/nt8/addplot.htm) method in a custom Indicator for plots. Its purpose is to provide access to the color property of all bars.

**Property Value**

An array of color series objects.

**Syntax**  
PlotBrushes[int *PlotIndex*][int *barsAgo*]

**Examples**

| ns | |
| --- | --- |
| protected override void OnStateChange() {   if(State == State.SetDefaults)   {     Name = "Example Indicator";           // Add two plots       AddPlot(Brushes.Blue, "Upper");       AddPlot(Brushes.Orange, "Lower");     } }   protected override void OnBarUpdate() {     // Sets values to our two plots     Upper[0] = SMA(High, 20)[0];     Lower[0] = SMA(Low, 20)[0];       // Color the Upper plot based on plot value conditions     if (IsRising(Upper))         PlotBrushes[0][0] = Brushes.Blue;     else if (IsFalling(Upper))         PlotBrushes[0][0] = Brushes.Red;     else         PlotBrushes[0][0] = Brushes.Yellow;       // Color the Lower plot based on plot value conditions     if (IsRising(Lower))         PlotBrushes[1][0] = Brushes.Blue;     else if (IsFalling(Lower))         PlotBrushes[1][0] = Brushes.Red;     else         PlotBrushes[1][0] = Brushes.Yellow; }   public Series<double> Upper {   get { return Values[0]; } }   public Series<double> Lower {   get { return Values[1]; } } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) > [AddPlot()](https://ninjatrader.com/es/support/helpGuides/nt8/addplot.htm) >  **Plots** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/plotbrushes.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/addplot.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/barsrequiredtoplot.htm) |

**Definition**

A collection holding all of the Plot objects that define their visualization characteristics.

**Property Value**

A collection of Plot objects.

**Syntax**

Plots[int *index*]

|  |
| --- |
| **Note**: The example code below will change the color of an entire plot series. See [PlotBrushes](https://ninjatrader.com/es/support/helpGuides/nt8/plotbrushes.htm) for information on changing only specific segments of a plot instead. |

**Example**

| ns | |
| --- | --- |
| protected override void OnStateChange() {   if(State == State.SetDefaults)   {       Name = "Examples Indicator";       // Lines are added to the Lines collection in order       AddPlot(Brushes.Orange, "Plot1"); // Stored in Plots[0]       AddPlot(Brushes.Blue, "Plot2");   // Stored in Plots[1]     } }   // Dynamically change the primary plot's color based on the indicator value protected override void OnBarUpdate() {   if (Value[0] > 70)   {     Plots[0].Brush = Brushes.Blue;     Plots[0].Width = 2;   }   else   {     Plots[0].Brush = Brushes.Red;     Plots[0].Width = 2;   } } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Drawing](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) >  **BarBrushes** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/barbrush.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/candleoutlinebrush.htm) |

**Definition**

A collection of historical brushes used for painting the color of a price bar's body.

**Property Value**

A brush series type object. Accessing this property via an index value [int *barsAgo*] returns a [Brush](http://msdn.microsoft.com/en-us/library/system.windows.media.brush(v=vs.110).aspx" \t "_blank) object representing the referenced bar's color.

|  |
| --- |
| **Note**: This will only return the color of a bar in which an explicit color overwrite was used. Otherwise it will return null. |

**Syntax**

BarBrushes  
BarBrushes[int *barsAgo*]

|  |
| --- |
| **Warning**:  You may have up to 65,535 unique BarBrushes instances, therefore, using [static predefined brushes](https://ninjatrader.com/es/support/helpGuides/nt8/working_with_brushes.htm) should be favored.  Alternatively,  in order to use fewer brushes, please try to cache your custom brushes until a new brush would actually need to be created. |

**Examples**

| ns | |
| --- | --- |
| protected override void OnBarUpdate() {     if (CurrentBar < 1)         return;       // Sets the color of the current bar to blue.     BarBrushes[0] = Brushes.Blue;       // Sets the color of the previous bar to orange.     BarBrushes[1] = Brushes.Orange;   } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Charts](https://ninjatrader.com/es/support/helpGuides/nt8/chart.htm) >  **IsAutoScale** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/formatpricemarker.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/chart.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/isoverlay.htm) |

**Definition**

If true, the drawing tool will call [CalculateMinMax()](https://ninjatrader.com/es/support/helpGuides/nt8/oncalculateminmax.htm) in order to determine the drawing tool's [MinValue](https://ninjatrader.com/es/support/helpGuides/nt8/minvalue.htm) and [MaxValue](https://ninjatrader.com/es/support/helpGuides/nt8/maxvalue.htm) value used to scale the Y-axis of the chart.

**Property Value**

This property returns **true** if the drawing tool plot(s) are included in the y-scale; otherwise, **false**. Default set to **false**.

|  |
| --- |
| **Warning**:  This property should **ONLY** bet set from the [OnStateChange()](https://ninjatrader.com/es/support/helpGuides/nt8/onstatechange.htm) method during **State.SetDefaults** or **State.Configure** |

**Syntax**

IsAutoScale

**Example**

| ns | |
| --- | --- |
| protected override void OnStateChange() {   if (State == State.SetDefaults)   {             Name                 = "Example Indicator";             // set this to true to call CalculateMinMix() to ensure drawing tool is fully rendered in chart scale     IsAutoScale = true;     }   else if (State == State.Configure)   {   } } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Charts](https://ninjatrader.com/es/support/helpGuides/nt8/chart.htm) >  **ScaleJustification** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/isseparatezorder.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/chart.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/stroke_class.htm) |

**Definition**

Determines which scale an indicator will be plotted on.

|  |
| --- |
| **Warning**:  This property should **ONLY** bet set from the [OnStateChange()](https://ninjatrader.com/es/support/helpGuides/nt8/onstatechange.htm) method during **State.SetDefaults** or **State.Configure** |

**Property Value**

This property returns a ScaleJustification value of either:

NinjaTrader.Gui.Charts.ScaleJustification.Left;  
NinjaTrader.Gui.Charts.ScaleJustification.Overlay;  
NinjaTrader.Gui.Charts.ScaleJustification.Right;

**Syntax**

ScaleJustification

**Examples**

| ns | |
| --- | --- |
| protected override void OnStateChange() {         if (State == State.SetDefaults)   {     Name = "Examples Indicator";         // force "My Plot" to be plotted on the left scale     ScaleJustification = ScaleJustification.Left;     }   else if (State == State.Configure)   {                 AddPlot(Brushes.Orange, "My Plot");   } } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Drawing](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) >  **Draw.AndrewsPitchfork()** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/andrewspitchfork.htm) |

**Definition**

Draws an Andrew's Pitchfork.

**Method Return Value**

An [AndrewsPitchfork](https://ninjatrader.com/es/support/helpGuides/nt8/andrewspitchfork.htm) object that represents the draw object.

**Syntax**

Draw.AndrewsPitchfork(NinjaScriptBase owner, string tag, bool isAutoScale, int anchor1BarsAgo, double anchor1Y, int anchor2BarsAgo, double anchor2Y, int anchor3BarsAgo, double anchor3Y, Brush brush, DashStyleHelper dashStyle, int width)  
Draw.AndrewsPitchfork(NinjaScriptBase owner, string tag, bool isAutoScale, DateTime anchor1Time, double anchor1Y, DateTime anchor2Time, double anchor2Y, DateTime anchor3Time, double anchor3Y, Brush brush, DashStyleHelper dashStyle, int width)  
Draw.AndrewsPitchfork(NinjaScriptBase owner, string tag, bool isAutoScale, int anchor1BarsAgo, double anchor1Y, int anchor2BarsAgo, double anchor2Y, int anchor3BarsAgo, double anchor3Y, bool isGlobal, string templateName)  
Draw.AndrewsPitchfork(NinjaScriptBase owner, string tag, bool isAutoScale, DateTime anchor1Time, double anchor1Y, DateTime anchor2Time, double anchor2Y, DateTime anchor3Time, double anchor3Y, bool isGlobal, string templateName)

**Parameters**

|  |  |
| --- | --- |
| owner | The hosting NinjaScript object which is calling the draw method    Typically will be the object which is calling the draw method (e.g., "this") |
| tag | A user defined unique id used to reference the draw object.    For example, if you pass in a value of "myTag", each time this tag is used, the same draw object is modified. If unique tags are used each time, a new draw object will be created each time. |
| isAutoScale | Determines if the draw object will be included in the y-axis scale |
| anchor1BarsAgo | The number of bars ago (x value) of the 1st anchor point |
| anchor1Time | The time of the 1st anchor point |
| anchor1Y | The y value of the 1st anchor point |
| anchor2BarsAgo | The number of bars ago (x value) of the 2nd anchor point |
| anchor2Time | The time of the 2nd anchor point |
| anchor2Y | The y value of the 2nd anchor point |
| anchor3BarsAgo | The number of bars ago (x value) of the 3rd anchor point |
| anchor3Time | The time of the 3rd anchor point |
| anchor3Y | The y value of the 3rd anchor point |
| brush | The brush used to color draw object ([reference](https://msdn.microsoft.com/en-us/library/system.windows.media.brushes%28v=vs.110%29.aspx" \t "_blank)) |
| dashStyle | DashStyleHelper.Dash DashStyleHelper.DashDot DashStyleHelper.DashDotDot DashStyleHelper.Dot DashStyleHelper.Solid    **Note**: Drawing objects with y values very far off the visible canvas can lead to performance hits. Fancier DashStyles like DashDotDot will also require more resources than simple DashStyles like Solid. |
| width | The width of the draw object |
| isGlobal | Determines if the draw object will be global across all charts which match the instrument |
| templateName | The name of the drawing tool template the object will use to determine various visual properties (empty string could be used to just use the UI default visuals instead) |

**Examples**

| ns | |
| --- | --- |
| // Draws an Andrew's Pitchfork Draw.AndrewsPitchfork(this, "tag1", true, 4, Low[4], 3, High[3], 1, Low[1], Brushes.Blue, DashStyleHelper.Solid, 3); | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Drawing](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) >  **Draw.Arc()** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/andrewspitchfork.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/arc.htm) |

**Definition**

Draws an arc.

**Method Return Value**

An [Arc](https://ninjatrader.com/es/support/helpGuides/nt8/arc.htm) object that represents the draw object.

**Syntax**

Draw.Arc(NinjaScriptBase owner, string tag, int startBarsAgo, double startY, int endBarsAgo, double endY, Brush brush)  
Draw.Arc(NinjaScriptBase owner, string tag, DateTime startTime, double startY, DateTime endTime, double endY, Brush brush)  
Draw.Arc(NinjaScriptBase owner, string tag, bool isAutoScale, int startBarsAgo, double startY, int endBarsAgo, double endY, Brush brush, DashStyleHelper dashStyle, int width)  
Draw.Arc(NinjaScriptBase owner, string tag, bool isAutoScale, DateTime startTime, double startY, DateTime endTime, double endY, Brush brush, DashStyleHelper dashStyle, int width)  
Draw.Arc(NinjaScriptBase owner, string tag, bool isAutoScale, int startBarsAgo, double startY, int endBarsAgo, double endY, Brush brush, DashStyleHelper dashStyle, int width, bool drawOnPricePanel)  
Draw.Arc(NinjaScriptBase owner, string tag, bool isAutoScale, DateTime startTime, double startY, DateTime endTime, double endY, Brush brush, DashStyleHelper dashStyle, int width, bool drawOnPricePanel)  
Draw.Arc(NinjaScriptBase owner, string tag, int startBarsAgo, double startY, int endBarsAgo, double endY, bool isGlobal, string templateName)  
Draw.Arc(NinjaScriptBase owner, string tag, DateTime startTime, double startY, DateTime endTime, double endY, bool isGlobal, string templateName)

**Parameters**

|  |  |
| --- | --- |
| owner | The hosting NinjaScript object which is calling the draw method    Typically will be the object which is calling the draw method (e.g., "this") |
| tag | A user defined unique id used to reference the draw object.    For example, if you pass in a value of "myTag", each time this tag is used, the same draw object is modified. If unique tags are used each time, a new draw object will be created each time. |
| isAutoScale | Determines if the draw object will be included in the y-axis scale. Default value is false. |
| startBarsAgo | The starting bar (x axis co-ordinate) where the draw object will be drawn. For example, a value of 10 would paint the draw object 10 bars back. |
| startTime | The starting time where the draw object will be drawn. |
| startY | The starting y value co-ordinate where the draw object will be drawn |
| endBarsAgo | The end bar (x axis co-ordinate) where the draw object will terminate |
| endTime | The end time where the draw object will terminate |
| endY | The end y value co-ordinate where the draw object will terminate |
| brush | The brush used to color draw object ([reference](https://msdn.microsoft.com/en-us/library/system.windows.media.brushes%28v=vs.110%29.aspx" \t "_blank)) |
| dashStyle | DashStyleHelper.Dash DashStyleHelper.DashDot DashStyleHelper.DashDotDot DashStyleHelper.Dot DashStyleHelper.Solid    **Note**: Drawing objects with y values very far off the visible canvas can lead to performance hits. Fancier DashStyles like DashDotDot will also require more resources than simple DashStyles like Solid. |
| width | The width of the draw object |
| drawOnPricePanel | Determines if the draw-object should be on the price panel or a separate panel |
| isGlobal | Determines if the draw object will be global across all charts which match the instrument |
| templateName | The name of the drawing tool template the object will use to determine various visual properties (empty string could be used to just use the UI default visuals instead) |

**Examples**

| ns |
| --- |
| // Draws a dotted lime green arc Draw.Arc(this, "tag1", false, 10, 1000, 0, 1001, Brushes.LimeGreen, DashStyleHelper.Dot, 2); |

|  |  |
| --- | --- |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Drawing](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) >  **Draw.ArrowDown()** | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/arc.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/arrowdown.htm) |

**Definition**

Draws an arrow pointing down.

**Method Return Value**

An [ArrowDown](https://ninjatrader.com/es/support/helpGuides/nt8/arrowdown.htm) object that represents the draw object.

**Syntax**

Draw.ArrowDown(NinjaScriptBase owner, string tag, bool isAutoScale, int barsAgo, double y, Brush brush)  
Draw.ArrowDown(NinjaScriptBase owner, string tag, bool isAutoScale, DateTime time, double y, Brush brush)  
Draw.ArrowDown(NinjaScriptBase owner, string tag, bool isAutoScale, int barsAgo, double y, Brush brush, bool drawOnPricePanel)  
Draw.ArrowDown(NinjaScriptBase owner, string tag, bool isAutoScale, DateTime time, double y, Brush brush, bool drawOnPricePanel)  
Draw.ArrowDown(NinjaScriptBase owner, string tag, bool isAutoScale, int barsAgo, double y, bool isGlobal, string templateName)  
Draw.ArrowDown(NinjaScriptBase owner, string tag, bool isAutoScale, DateTime time, double y, bool isGlobal, string templateName)

**Parameters**

|  |  |
| --- | --- |
| owner | The hosting NinjaScript object which is calling the draw method    Typically will be the object which is calling the draw method (e.g., "this") |
| tag | A user defined unique id used to reference the draw object.    For example, if you pass in a value of "myTag", each time this tag is used, the same draw object is modified. If unique tags are used each time, a new draw object will be created each time. |
| isAutoScale | Determines if the draw object will be included in the y-axis scale |
| barsAgo | The bar the object will be drawn at. A value of 10 would be 10 bars ago. |
| time | The time the object will be drawn at. |
| y | The y value |
| brush | The brush used to color draw object ([reference](https://msdn.microsoft.com/en-us/library/system.windows.media.brushes%28v=vs.110%29.aspx" \t "_blank)) |
| drawOnPricePanel | Determines if the draw-object should be on the price panel or a separate panel |
| isGlobal | Determines if the draw object will be global across all charts which match the instrument |
| templateName | The name of the drawing tool template the object will use to determine various visual properties (empty string could be used to just use the UI default visuals instead) |

|  |
| --- |
| **Tip**: The size of the arrow is tied to the chart's BarWidth and thus will scale automatically as the chart is resized |

**Examples**

| ns | |
| --- | --- |
| // Paints a red down arrow on the current bar 1 tick above the high   Draw.ArrowDown(this, "tag1", true, 0, High[0] + TickSize, Brushes.Red);   // Paints a blue down arrown on a three bar reversal pattern if (High[2] > High[3] && High[1] > High[2] && Close[0] < Open[0])     Draw.ArrowDown(this, CurrentBar.ToString(), true, 0, High[0] + TickSize, Brushes.Blue); | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Drawing](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) >  **Draw.ArrowLine()** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/arrowdown.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/arrowline.htm) |

**Definition**

Draws an arrow line.

**Method Return Value**

An [ArrowLine](https://ninjatrader.com/es/support/helpGuides/nt8/arrowline.htm) object that represents the draw object.

**Syntax**

Draw.ArrowLine(NinjaScriptBase owner, string tag, int startBarsAgo, double startY, int endBarsAgo, double endY, Brush brush)  
Draw.ArrowLine(NinjaScriptBase owner, string tag, DateTime startTime, double startY, DateTime endTime, double endY, Brush brush)  
Draw.ArrowLine(NinjaScriptBase owner, string tag, int startBarsAgo, double startY, int endBarsAgo, double endY, Brush brush, DashStyleHelper dashStyle, int width)  
Draw.ArrowLine(NinjaScriptBase owner, string tag, bool isAutoScale, int startBarsAgo, double startY, int endBarsAgo, double endY, Brush brush, DashStyleHelper dashStyle, int width, bool drawOnPricePanel)  
Draw.ArrowLine(NinjaScriptBase owner, string tag, bool isAutoScale, DateTime startTime, double startY, DateTime endTime, double endY, Brush brush, DashStyleHelper dashStyle, int width, bool drawOnPricePanel)  
Draw.ArrowLine(NinjaScriptBase owner, string tag, int startBarsAgo, double startY, int endBarsAgo, double endY, bool isGlobal, string templateName)  
Draw.ArrowLine(NinjaScriptBase owner, string tag, DateTime startTime, double startY, DateTime endTime, double endY, bool isGlobal, string templateName)

**Parameters**

|  |  |
| --- | --- |
| owner | The hosting NinjaScript object which is calling the draw method    Typically will be the object which is calling the draw method (e.g., "this") |
| tag | A user defined unique id used to reference the draw object.    For example, if you pass in a value of "myTag", each time this tag is used, the same draw object is modified. If unique tags are used each time, a new draw object will be created each time. |
| isAutoScale | Determines if the draw object will be included in the y-axis scale. Default value is false. |
| startBarsAgo | The starting bar (x axis co-ordinate) where the draw object will be drawn. For example, a value of 10 would paint the draw object 10 bars back. |
| startTime | The starting time where the draw object will be drawn. |
| startY | The starting y value co-ordinate where the draw object will be drawn |
| endBarsAgo | The end bar (x axis co-ordinate) where the draw object will terminate |
| endTime | The end time where the draw object will terminate |
| endY | The end y value co-ordinate where the draw object will terminate |
| brush | The brush used to color draw object ([reference](https://msdn.microsoft.com/en-us/library/system.windows.media.brushes%28v=vs.110%29.aspx" \t "_blank)) |
| dashStyle | DashStyleHelper.Dash DashStyleHelper.DashDot DashStyleHelper.DashDotDot DashStyleHelper.Dot DashStyleHelper.Solid    **Note**: Drawing objects with y values very far off the visible canvas can lead to performance hits. Fancier DashStyles like DashDotDot will also require more resources than simple DashStyles like Solid. |
| width | The width of the draw object |
| drawOnPricePanel | Determines if the draw-object should be on the price panel or a separate panel |
| isGlobal | Determines if the draw object will be global across all charts which match the instrument |
| templateName | The name of the drawing tool template the object will use to determine various visual properties (empty string could be used to just use the UI default visuals instead) |

**Examples**

| ns | |
| --- | --- |
| // Draws a dotted lime green arrow line Draw.ArrowLine(this, "tag1", 10, 1000, 0, 1001, Brushes.LimeGreen, DashStyleHelper.Dot, 2); | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Drawing](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) >  **Draw.Diamond()** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/arrowup.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/diamond.htm) |

**Definition**

Draws a diamond.

**Method Return Value**

A [Diamond](https://ninjatrader.com/es/support/helpGuides/nt8/diamond.htm) object that represents the draw object.

**Syntax**

Draw.Diamond(NinjaScriptBase owner, string tag, bool isAutoScale, int barsAgo, double y, Brush brush)  
Draw.Diamond(NinjaScriptBase owner, string tag, bool isAutoScale, DateTime time, double y, Brush brush)  
Draw.Diamond(NinjaScriptBase owner, string tag, bool isAutoScale, DateTime time, double y, Brush brush, bool drawOnPricePanel)  
Draw.Diamond(NinjaScriptBase owner, string tag, bool isAutoScale, int barsAgo, double y, Brush brush, bool drawOnPricePanel)  
Draw.Diamond(NinjaScriptBase owner, string tag, bool isAutoScale, int barsAgo, double y, bool isGlobal, string templateName)  
Draw.Diamond(NinjaScriptBase owner, string tag, bool isAutoScale, DateTime time, double y, bool isGlobal, string templateName)

**Parameters**

|  |  |
| --- | --- |
| owner | The hosting NinjaScript object which is calling the draw method    Typically will be the object which is calling the draw method (e.g., "this") |
| tag | A user defined unique id used to reference the draw object.    For example, if you pass in a value of "myTag", each time this tag is used, the same draw object is modified. If unique tags are used each time, a new draw object will be created each time. |
| isAutoScale | Determines if the draw object will be included in the y-axis scale |
| barsAgo | The bar the object will be drawn at. A value of 10 would be 10 bars ago. |
| time | The time the object will be drawn at. |
| y | The y value |
| brush | The brush used to color draw object ([reference](https://msdn.microsoft.com/en-us/library/system.windows.media.brushes%28v=vs.110%29.aspx" \t "_blank)) |
| drawOnPricePanel | Determines if the draw-object should be on the price panel or a separate panel |
| isGlobal | Determines if the draw object will be global across all charts which match the instrument |
| templateName | The name of the drawing tool template the object will use to determine various visual properties (empty string could be used to just use the UI default visuals instead) |

|  |
| --- |
| **Tip**: The size of the diamond is tied to the chart's BarWidth and thus will scale automatically as the chart is resized |

**Examples**

| ns | |
| --- | --- |
| // Paints a red diamond on the current bar 1 tick below the low Draw.Diamond(this, "tag1", true, 0, Low[0] - TickSize, Brushes.Red); | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Drawing](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) >  **Draw.Dot()** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/diamond.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/dot.htm) |

**Definition**

Draws a dot.

**Method Return Value**

A [Dot](https://ninjatrader.com/es/support/helpGuides/nt8/dot.htm) object that represents the draw object.

**Syntax**

Draw.Dot(NinjaScriptBase owner, string tag, bool isAutoScale, DateTime time, double y, Brush brush)  
Draw.Dot(NinjaScriptBase owner, string tag, bool isAutoScale, int barsAgo, double y, Brush brush)  
Draw.Dot(NinjaScriptBase owner, string tag, bool isAutoScale, DateTime time, double y, Brush brush, bool drawOnPricePanel)  
Draw.Dot(NinjaScriptBase owner, string tag, bool isAutoScale, int barsAgo, double y, Brush brush, bool drawOnPricePanel)  
Draw.Dot(NinjaScriptBase owner, string tag, bool isAutoScale, DateTime time, double y, bool isGlobal, string templateName)  
Draw.Dot(NinjaScriptBase owner, string tag, bool isAutoScale, int barsAgo, double y, bool isGlobal, string templateName)

**Parameters**

|  |  |
| --- | --- |
| owner | The hosting NinjaScript object which is calling the draw method    Typically will be the object which is calling the draw method (e.g., "this") |
| tag | A user defined unique id used to reference the draw object.    For example, if you pass in a value of "myTag", each time this tag is used, the same draw object is modified. If unique tags are used each time, a new draw object will be created each time. |
| isAutoScale | Determines if the draw object will be included in the y-axis scale |
| barsAgo | The bar the object will be drawn at. A value of 10 would be 10 bars ago. |
| time | The time the object will be drawn at. |
| y | The y value |
| brush | The brush used to color draw object ([reference](https://msdn.microsoft.com/en-us/library/system.windows.media.brushes%28v=vs.110%29.aspx" \t "_blank)) |
| drawOnPricePanel | Determines if the draw-object should be on the price panel or a separate panel |
| isGlobal | Determines if the draw object will be global across all charts which match the instrument |
| templateName | The name of the drawing tool template the object will use to determine various visual properties (empty string could be used to just use the UI default visuals instead) |

|  |
| --- |
| **Tip**: The size of the dot is tied to the chart's BarWidth and thus will scale automatically as the chart is resized |

**Examples**

| ns | |
| --- | --- |
| // Paints a red dot on the current bar 1 tick below the low Draw.Dot(this, "tag1", true, 0, Low[0] - TickSize, Brushes.Red); | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Drawing](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) >  **Draw.Ellipse()** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/dot.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/ellipse.htm) |

**Definition**

Draws an ellipse.

**Method Return Value**

An [Ellipse](https://ninjatrader.com/es/support/helpGuides/nt8/ellipse.htm) object that represents the draw object.

**Syntax**

Draw.Ellipse(NinjaScriptBase owner, string tag, int startBarsAgo, double startY, int endBarsAgo, double endY, Brush brush)  
Draw.Ellipse(NinjaScriptBase owner, string tag, bool isAutoScale, int startBarsAgo, double startY, int endBarsAgo, double endY, Brush brush, Brush areaBrush, int areaOpacity)  
Draw.Ellipse(NinjaScriptBase owner, string tag, DateTime startTime, double startY, DateTime endTime, double endY, Brush brush)  
Draw.Ellipse(NinjaScriptBase owner, string tag, bool isAutoScale, DateTime startTime, double startY, DateTime endTime, double endY, Brush brush, Brush areaBrush, int areaOpacity)  
Draw.Ellipse(NinjaScriptBase owner, string tag, int startBarsAgo, double startY, int endBarsAgo, double endY, Brush brush, bool drawOnPricePanel)  
Draw.Ellipse(NinjaScriptBase owner, string tag, bool isAutoScale, int startBarsAgo, double startY, int endBarsAgo, double endY, Brush brush, Brush areaBrush, int areaOpacity, bool drawOnPricePanel)  
Draw.Ellipse(NinjaScriptBase owner, string tag, DateTime startTime, double startY, DateTime endTime, double endY, Brush brush, bool drawOnPricePanel)  
Draw.Ellipse(NinjaScriptBase owner, string tag, bool isAutoScale, DateTime startTime, double startY, DateTime endTime, double endY, Brush brush, Brush areaBrush, int areaOpacity, bool drawOnPricePanel)  
Draw.Ellipse(NinjaScriptBase owner, string tag, int startBarsAgo, double startY, int endBarsAgo, double endY, bool isGlobal, string templateName)  
Draw.Ellipse(NinjaScriptBase owner, string tag, DateTime startTime, double startY, DateTime endTime, double endY, bool isGlobal, string templateName)

**Parameters**

|  |  |
| --- | --- |
| owner | The hosting NinjaScript object which is calling the draw method    Typically will be the object which is calling the draw method (e.g., "this") |
| tag | A user defined unique id used to reference the draw object.    For example, if you pass in a value of "myTag", each time this tag is used, the same draw object is modified. If unique tags are used each time, a new draw object will be created each time. |
| isAutoScale | Determines if the draw object will be included in the y-axis scale. Default value is false. |
| startBarsAgo | The starting bar (x axis co-ordinate) where the draw object will be drawn. For example, a value of 10 would paint the draw object 10 bars back |
| startTime | The starting time where the draw object will be drawn |
| startY | The starting y value co-ordinate where the draw object will be drawn |
| endBarsAgo | The end bar (x axis co-ordinate) where the draw object will terminate |
| endTime | The end time where the draw object will terminate |
| endY | The end y value co-ordinate where the draw object will terminate |
| brush | The brush used to color the outline of draw object ([reference](https://msdn.microsoft.com/en-us/library/system.windows.media.brushes%28v=vs.110%29.aspx" \t "_blank)) |
| areaBrush | The brush used to color the fill area of the draw object ([reference](https://msdn.microsoft.com/en-us/library/system.windows.media.brushes%28v=vs.110%29.aspx" \t "_blank)) |
| areaOpacity | Sets the level of transparency for the fill color. Valid values between 0 - 100. (0 = completely transparent, 100 = no opacity) |
| drawOnPricePanel | Determines if the draw-object should be on the price panel or a separate panel |
| isGlobalDrawingTool | Determines if the draw object will be global across all charts which match the instrument |
| templateName | The name of the drawing tool template the object will use to determine various visual properties (empty string could be used to just use the UI default visuals instead) |

**Examples**

| ns | |
| --- | --- |
| // Paints a red ellipse on the current bar Draw.Ellipse(this, "tag1", true, 5, Close[5], 0, Close[0], Brushes.Red, Brushes.Red, 5); | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Drawing](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) >  **Draw.ExtendedLine()** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/ellipse.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/extendedline.htm) |

**Definition**

Draws a line with infinite end points.

**Method Return Value**

An [ExtendedLine](https://ninjatrader.com/es/support/helpGuides/nt8/extendedline.htm) object that represents the draw object.

**Syntax**  
Draw.ExtendedLine(NinjaScriptBase owner, string tag, int startBarsAgo, double startY, int endBarsAgo, double endY, Brush brush)  
Draw.ExtendedLine(NinjaScriptBase owner, string tag, DateTime startTime, double startY, DateTime endTime, double endY, Brush brush)  
Draw.ExtendedLine(NinjaScriptBase owner, string tag, bool isAutoScale, int startBarsAgo, double startY, int endBarsAgo, double endY, Brush brush, DashStyleHelper dashStyle, int width)  
Draw.ExtendedLine(NinjaScriptBase owner, string tag, bool isAutoScale, DateTime startTime, double startY, DateTime endTime, double endY, Brush brush, DashStyleHelper dashStyle, int width)  
Draw.ExtendedLine(NinjaScriptBase owner, string tag, bool isAutoScale, int startBarsAgo, double startY, int endBarsAgo, double endY, Brush brush, DashStyleHelper dashStyle, int width, bool drawOnPricePanel)  
Draw.ExtendedLine(NinjaScriptBase owner, string tag, bool isAutoScale, DateTime startTime, double startY, DateTime endTime, double endY, Brush brush, DashStyleHelper dashStyle, int width, bool drawOnPricePanel)  
Draw.ExtendedLine(NinjaScriptBase owner, string tag, int startBarsAgo, double startY, int endBarsAgo, double endY, bool isGlobal, string templateName)  
Draw.ExtendedLine(NinjaScriptBase owner, string tag, DateTime startTime, double startY, DateTime endTime, double endY, bool isGlobal, string templateName)

**Parameters**

|  |  |
| --- | --- |
| owner | The hosting NinjaScript object which is calling the draw method    Typically will be the object which is calling the draw method (e.g., "this") |
| tag | A user defined unique id used to reference the draw object.    For example, if you pass in a value of "myTag", each time this tag is used, the same draw object is modified. If unique tags are used each time, a new draw object will be created each time. |
| isAutoScale | Determines if the draw object will be included in the y-axis scale. Default value is false. |
| startBarsAgo | The starting bar (x axis co-ordinate) where the draw object will be drawn. For example, a value of 10 would paint the draw object 10 bars back |
| startTime | The starting time where the draw object will be drawn |
| startY | The starting y value co-ordinate where the draw object will be drawn |
| endBarsAgo | The end bar (x axis co-ordinate) where the draw object will terminate |
| endTime | The end time where the draw object will terminate |
| endY | The end y value co-ordinate where the draw object will terminate |
| brush | The brush used to color draw object ([reference](https://msdn.microsoft.com/en-us/library/system.windows.media.brushes%28v=vs.110%29.aspx" \t "_blank)) |
| dashStyle | DashStyleHelper.Dash DashStyleHelper.DashDot DashStyleHelper.DashDotDot DashStyleHelper.Dot DashStyleHelper.Solid    **Note**: Drawing objects with y values very far off the visible canvas can lead to performance hits. Fancier DashStyles like DashDotDot will also require more resources than simple DashStyles like Solid. |
| width | The width of the draw object |
| drawOnPricePanel | Determines if the draw-object should be on the price panel or a separate panel |
| isGlobal | Determines if the draw object will be global across all charts which match the instrument |
| templateName | The name of the drawing tool template the object will use to determine various visual properties (empty string could be used to just use the UI default visuals instead) |

**Examples**

| ns | |
| --- | --- |
| // Draws a dotted lime green Draw.ExtendedLine(this, "tag1", 10, Close[10], 0, Close[0], Brushes.LimeGreen, DashStyleHelper.Dot, 2); | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Drawing](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) >  **Draw.FibonacciCircle()** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/extendedline.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/fibonaccicircle.htm) |

**Definition**

Draws a fibonacci circle.

**Method Return Value**

A [FibonacciCircle](https://ninjatrader.com/es/support/helpGuides/nt8/fibonaccicircle.htm) object that represents the draw object.

**Syntax**  
Draw.FibonacciCircle(NinjaScriptBase owner, string tag, bool isAutoScale, DateTime startTime, double startY, DateTime endTime, double endY)  
Draw.FibonacciCircle(NinjaScriptBase owner, string tag, bool isAutoScale, int startBarsAgo, double startY, int endBarsAgo, double endY)  
Draw.FibonacciCircle(NinjaScriptBase owner, string tag, bool isAutoScale, DateTime startTime, double startY, DateTime endTime, double endY, bool isGlobal, string templateName)  
Draw.FibonacciCircle(NinjaScriptBase owner, string tag, bool isAutoScale, int startBarsAgo, double startY, int endBarsAgo, double endY, bool isGlobal, string templateName)

**Parameters**

|  |  |
| --- | --- |
| owner | The hosting NinjaScript object which is calling the draw method    Typically will be the object which is calling the draw method (e.g., "this") |
| tag | A user defined unique id used to reference the draw object.    For example, if you pass in a value of "myTag", each time this tag is used, the same draw object is modified. If unique tags are used each time, a new draw object will be created each time. |
| isAutoScale | Determines if the draw object will be included in the y-axis scale. Default value is false. |
| startBarsAgo | The starting bar (x axis co-ordinate) where the draw object will be drawn. For example, a value of 10 would paint the draw object 10 bars back. |
| startTime | The starting time where the draw object will be drawn |
| startY | The starting y value co-ordinate where the draw object will be drawn |
| endBarsAgo | The end bar (x axis co-ordinate) where the draw object will terminate |
| endTime | The end time where the draw object will terminate |
| endY | The end y value co-ordinate where the draw object will terminate |
| isGlobal | Determines if the draw object will be global across all charts which match the instrument |
| templateName | The name of the drawing tool template the object will use to determine various visual properties (empty string could be used to just use the UI default visuals instead) |

**Examples**

| ns | |
| --- | --- |
| // Draws a Fibonacci circle Draw.FibonacciCircle(this, "tag1", true, 10, Low[10], 0, High[0]); | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Drawing](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) >  **Draw.FibonacciExtensions()** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/fibonaccicircle.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/fibonacciextensions.htm) |

**Definition**

Draws a fibonacci extension.

**Method Return Value**

A [FibonacciExtensions](https://ninjatrader.com/es/support/helpGuides/nt8/fibonacciextensions.htm) object that represents the draw object.

**Syntax**

Draw.FibonacciExtensions(NinjaScriptBase owner, string tag, bool isAutoScale, int startBarsAgo, double startY, int endBarsAgo, double endY, int extensionBarsAgo, double extensionY)  
Draw.FibonacciExtensions(NinjaScriptBase owner, string tag, bool isAutoScale, DateTime startTime, double startY, DateTime endTime, double endY, DateTime extensionTime, double extensionY)  
Draw.FibonacciExtensions(NinjaScriptBase owner, string tag, bool isAutoScale, DateTime startTime, double startY, DateTime endTime, double endY, DateTime extensionTime, double extensionY, bool isGlobal, string templateName)  
Draw.FibonacciExtensions(NinjaScriptBase owner, string tag, bool isAutoScale, int startBarsAgo, double startY, int endBarsAgo, double endY, int extensionBarsAgo, double extensionY, bool isGlobal, string templateName)

**Parameters**

|  |  |
| --- | --- |
| owner | The hosting NinjaScript object which is calling the draw method    Typically will be the object which is calling the draw method (e.g., "this") |
| tag | A user defined unique id used to reference the draw object.    For example, if you pass in a value of "myTag", each time this tag is used, the same draw object is modified. If unique tags are used each time, a new draw object will be created each time. |
| isAutoScale | Determines if the draw object will be included in the y-axis scale |
| startBarsAgo | The number of bars ago (x value) of the 1st anchor point |
| startTime | The time of the 1st anchor point |
| startY | The y value of the 1st anchor point |
| endBarsAgo | The number of bars ago (x value) of the 2nd anchor point |
| endTime | The time of the 2nd anchor point |
| endY | The y value of the 2nd anchor point |
| extensionBarsAgo | The number of bars ago (x value) of the 3rd anchor point |
| extensionTime | The time of the 3rd anchor point |
| extensionY | The y value of the 3rd anchor point |
| isGlobal | Determines if the draw object will be global across all charts which match the instrument |
| templateName | The name of the drawing tool template the object will use to determine various visual properties (empty string could be used to just use the UI default visuals instead) |

**Examples**

| ns | |
| --- | --- |
| // Draws a fibonnaci extension Draw.FibonacciExtensions(this, "tag1", true, 4, Low[4], 3, High[3], 1, Low[1]); | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Drawing](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) >  **Draw.FibonacciRetracements()** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/fibonacciextensions.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/fibonacciretracements.htm) |

**Definition**

Draws a fibonacci retracement.

**Method Return Value**

A [FibonacciRetracements](https://ninjatrader.com/es/support/helpGuides/nt8/fibonacciretracements.htm) object that represents the draw object.

**Syntax**

Draw.FibonacciRetracements(NinjaScriptBase owner, string tag, bool isAutoScale, int startBarsAgo, double startY, int endBarsAgo, double endY)

Draw.FibonacciRetracements(NinjaScriptBase owner, string tag, bool isAutoScale, DateTime startTime, double startY, DateTime endTime, double endY)  
Draw.FibonacciRetracements(NinjaScriptBase owner, string tag, bool isAutoScale, DateTime startTime, double startY, DateTime endTime, double endY, bool isGlobal, string templateName)  
Draw.FibonacciRetracements(NinjaScriptBase owner, string tag, bool isAutoScale, int startBarsAgo, double startY, int endBarsAgo, double endY, bool isGlobal, string templateName)

**Parameters**

|  |  |
| --- | --- |
| owner | The hosting NinjaScript object which is calling the draw method    Typically will be the object which is calling the draw method (e.g., "this") |
| tag | A user defined unique id used to reference the draw object.    For example, if you pass in a value of "myTag", each time this tag is used, the same draw object is modified. If unique tags are used each time, a new draw object will be created each time. |
| isAutoScale | Determines if the draw object will be included in the y-axis scale. Default value is false. |
| startBarsAgo | The starting bar (x axis co-ordinate) where the draw object will be drawn. For example, a value of 10 would paint the draw object 10 bars back. |
| startTime | The starting time where the draw object will be drawn. |
| startY | The starting y value co-ordinate where the draw object will be drawn |
| endBarsAgo | The end bar (x axis co-ordinate) where the draw object will terminate |
| endTime | The end time where the draw object will terminate |
| endY | The end y value co-ordinate where the draw object will terminate |
| isGlobal | Determines if the draw object will be global across all charts which match the instrument |
| templateName | The name of the drawing tool template the object will use to determine various visual properties (empty string could be used to just use the UI default visuals instead) |

**Examples**

| ns | |
| --- | --- |
| // Draws a fibonnaci retracement Draw.FibonacciRetracements(this, "tag1", true, 10, Low[10], 0, High[0]); | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Drawing](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) >  **RemoveDrawObject()** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/pricelevels.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/removedrawobjects.htm) |

**Definition**

Removes a draw object from the chart based on its tag value.

|  |
| --- |
| **Note**:  This method will **ONLY** remove DrawObjects which were created by a NinjaScript object.  User drawn objects **CANNOT** be removed from via NinjaScript |

**Method Return Value**

This method does not return a value

**Syntax**

RemoveDrawObject(string *tag*)

**Parameters**

|  |  |
| --- | --- |
| tag | A user defined unique id used to reference the draw object. For example, if you pass in a value of "myTag", each time this tag is used, the same draw object is modified. If unique tags are used each time, a new draw object will be created each time. |

**Examples**

| ns | |
| --- | --- |
| // Removes a draw object with the tag "tag1" RemoveDrawObject("tag1"); | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Drawing](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) >  **RemoveDrawObjects()** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/removedrawobject.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/instruments_ninjascript.htm) |

**Definition**

Removes all draw objects originating from the indicator or strategy from the chart.

|  |
| --- |
| **Note**:  This method will **ONLY** remove DrawObjects which were created by a NinjaScript object.  User drawn objects **CANNOT** be removed from via NinjaScript |

**Method Return Value**

This method does not return a value

**Syntax**

RemoveDrawObjects()

**Examples**

| ns | |
| --- | --- |
| // Removes all draw objects RemoveDrawObjects(); | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Drawing](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) >  **Draw.Text()** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/square.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/text.htm) |

**Definition**

Draws text.

**Method Return Value**

A [Text](https://ninjatrader.com/es/support/helpGuides/nt8/text.htm) object that represents the draw object.

**Syntax**

Draw.Text(NinjaScriptBase owner, string tag, string text, int barsAgo, double y)  
Draw.Text(NinjaScriptBase owner, string tag, string text, int barsAgo, double y, Brush textBrush)  
Draw.Text(NinjaScriptBase owner, string tag, string text, int barsAgo, double y, bool isGlobal, string templateName)  
Draw.Text(NinjaScriptBase owner, string tag, bool isAutoScale, string text, int barsAgo, double y, int yPixelOffset, Brush textBrush, SimpleFont font, TextAlignment alignment, Brush outlineBrush, Brush areaBrush, int areaOpacity)  
Draw.Text(NinjaScriptBase owner, string tag, bool isAutoScale, string text, DateTime time, double y, int yPixelOffset, Brush textBrush, SimpleFont font, TextAlignment alignment, Brush outlineBrush, Brush areaBrush, int areaOpacity)

**Parameters**

|  |  |
| --- | --- |
| owner | The hosting NinjaScript object which is calling the draw method    Typically will be the object which is calling the draw method (e.g., "this") |
| tag | A user defined unique id used to reference the draw object.    For example, if you pass in a value of "myTag", each time this tag is used, the same draw object is modified. If unique tags are used each time, a new draw object will be created each time. |
| isAutoScale | Determines if the draw object will be included in the y-axis scale. Default value is false. |
| text | The text you wish to draw |
| barsAgo | The bar (x axis co-ordinate) where the draw object will be drawn. For example, a value of 10 would paint the draw object 10 bars back. |
| time | The time where the draw object will be drawn. |
| y | The y co-ordinate location the object will be drawn |
| yPixelOffset | The offset value in pixels from within the text box area |
| textBrush | The brush used to color the text of the draw object ([reference](https://msdn.microsoft.com/en-us/library/system.windows.textalignment%28v=vs.110%29.aspx" \t "_blank)) |
| font | A [Simple Font](https://ninjatrader.com/es/support/helpGuides/nt8/simplefont_class.htm) object |
| alignment | TextAlignment.Center,  TextAlignment.Left,  TextAlignment.Right,  TextAlignment.Justify ([reference](https://msdn.microsoft.com/en-us/library/system.windows.textalignment(v=vs.110).aspx" \t "_blank)) |
| outlineBrush | The brush used to color the text box outline ([reference](http://msdn.microsoft.com/en-us/library/system.drawing.color_members(v=vs.90).aspx" \t "_blank)) |
| areaBrush | The brush used to color the text box fill area ([reference](http://msdn.microsoft.com/en-us/library/system.drawing.color_members(v=vs.90).aspx" \t "_blank)) |
| areaOpacity | Sets the level of transparency for the fill color. Valid values between 0 - 100. (0 = completely transparent, 100 = no opacity) |
| isGlobal | Determines if the draw object will be global across all charts which match the instrument |
| templateName | The name of the drawing tool template the object will use to determine various visual properties (empty string could be used to just use the UI default visuals instead) |

**Examples**

| ns |
| --- |
| // Draws text Draw.Text(this, "tag1", "Text to draw", 10, 1000, Brushes.Black); |

|  |
| --- |
| **Tip**:  In some cases, it may be useful to pass in the [ChartControl.Properties](https://ninjatrader.com/es/support/helpGuides/nt8/chartcontrol_properties.htm) **TextFont** brush as well as the **LabelFont** [SimpleFont](https://ninjatrader.com/es/support/helpGuides/nt8/simplefont_class.htm) object to render your custom text .  This will help ensure that the text will be visible and match what a user has configured for their chart label display settings. |

| ns | |
| --- | --- |
| // match the text brush to what the user has configured on their chart Draw.Text(this, "tag1", "Text to draw", 10, 1000, ChartControl.Properties.ChartText); | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Drawing](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) >  **Draw.Dot()** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/diamond.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/dot.htm) |

**Definition**

Draws a dot.

**Method Return Value**

A [Dot](https://ninjatrader.com/es/support/helpGuides/nt8/dot.htm) object that represents the draw object.

**Syntax**

Draw.Dot(NinjaScriptBase owner, string tag, bool isAutoScale, DateTime time, double y, Brush brush)  
Draw.Dot(NinjaScriptBase owner, string tag, bool isAutoScale, int barsAgo, double y, Brush brush)  
Draw.Dot(NinjaScriptBase owner, string tag, bool isAutoScale, DateTime time, double y, Brush brush, bool drawOnPricePanel)  
Draw.Dot(NinjaScriptBase owner, string tag, bool isAutoScale, int barsAgo, double y, Brush brush, bool drawOnPricePanel)  
Draw.Dot(NinjaScriptBase owner, string tag, bool isAutoScale, DateTime time, double y, bool isGlobal, string templateName)  
Draw.Dot(NinjaScriptBase owner, string tag, bool isAutoScale, int barsAgo, double y, bool isGlobal, string templateName)

**Parameters**

|  |  |
| --- | --- |
| owner | The hosting NinjaScript object which is calling the draw method    Typically will be the object which is calling the draw method (e.g., "this") |
| tag | A user defined unique id used to reference the draw object.    For example, if you pass in a value of "myTag", each time this tag is used, the same draw object is modified. If unique tags are used each time, a new draw object will be created each time. |
| isAutoScale | Determines if the draw object will be included in the y-axis scale |
| barsAgo | The bar the object will be drawn at. A value of 10 would be 10 bars ago. |
| time | The time the object will be drawn at. |
| y | The y value |
| brush | The brush used to color draw object ([reference](https://msdn.microsoft.com/en-us/library/system.windows.media.brushes%28v=vs.110%29.aspx" \t "_blank)) |
| drawOnPricePanel | Determines if the draw-object should be on the price panel or a separate panel |
| isGlobal | Determines if the draw object will be global across all charts which match the instrument |
| templateName | The name of the drawing tool template the object will use to determine various visual properties (empty string could be used to just use the UI default visuals instead) |

|  |
| --- |
| **Tip**: The size of the dot is tied to the chart's BarWidth and thus will scale automatically as the chart is resized |

**Examples**

| ns | |
| --- | --- |
| // Paints a red dot on the current bar 1 tick below the low Draw.Dot(this, "tag1", true, 0, Low[0] - TickSize, Brushes.Red); | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Drawing](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) > [Draw.HorizontalLine()](https://ninjatrader.com/es/support/helpGuides/nt8/draw_horizontalline.htm) >  **HorizontalLine** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/draw_horizontalline.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/draw_horizontalline.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/draw_line.htm) |

**Definition**

Represents an interface that exposes information regarding a Horizontal Line [IDrawingTool.](https://ninjatrader.com/es/support/helpGuides/nt8/idrawingtool.htm)

**Methods and Properties**

|  |  |
| --- | --- |
| StartAnchor | An [IDrawingTool's ChartAnchor](https://ninjatrader.com/es/support/helpGuides/nt8/idrawingtool.htm" \l "chartanchor) representing the starting point of the drawing object |
| EndAnchor | An [IDrawingTool's ChartAnchor](https://ninjatrader.com/es/support/helpGuides/nt8/idrawingtool.htm" \l "chartanchor) representing the end point of the drawing object |
| Stroke | A [Stroke](https://ninjatrader.com/es/support/helpGuides/nt8/stroke_class.htm) object used to draw the object |

**Example**

| ns | |
| --- | --- |
| // Instantiate a HorizontalLine object HorizontalLine myLine = Draw.HorizontalLine(this, "tag1", 1000, Brushes.Black);   // Set a new Stroke for the object myLine.Stroke = new Stroke(Brushes.Green, DashStyleHelper.Dash, 5); | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Drawing](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) >  **Draw.HorizontalLine()** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/gannfan.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/horizontalline.htm) |

**Definition**

Draws a horizontal line.

**Method Return Value**

A [HorizontalLine](https://ninjatrader.com/es/support/helpGuides/nt8/horizontalline.htm) object that represents the draw object.

**Syntax**

Draw.HorizontalLine(NinjaScriptBase owner, string tag, double y, Brush brush)  
Draw.HorizontalLine(NinjaScriptBase owner, string tag, bool isAutoScale, double y, Brush brush, DashStyleHelper dashStyle, int width)  
Draw.HorizontalLine(NinjaScriptBase owner, string tag, bool isAutoscale, double y, Brush brush, bool drawOnPricePanel)  
Draw.HorizontalLine(NinjaScriptBase owner, string tag, double y, Brush brush, DashStyleHelper dashStyle, int width, bool drawOnPricePanel)  
Draw.HorizontalLine(NinjaScriptBase owner, string tag, double y, bool isGlobal, string templateName)

**Parameters**

|  |  |
| --- | --- |
| owner | The hosting NinjaScript object which is calling the draw method    Typically will be the object which is calling the draw method (e.g., "this") |
| tag | A user defined unique id used to reference the draw object.    For example, if you pass in a value of "myTag", each time this tag is used, the same draw object is modified. If unique tags are used each time, a new draw object will be created each time. |
| isAutoScale | Determines if the draw object will be included in the y-axis scale. Default value is false. |
| y | The y value |
| brush | The brush used to color draw object ([reference](https://msdn.microsoft.com/en-us/library/system.windows.media.brushes%28v=vs.110%29.aspx" \t "_blank)) |
| dashStyle | DashStyleHelper.Dash DashStyleHelper.DashDot DashStyleHelper.DashDotDot DashStyleHelper.Dot DashStyleHelper.Solid    **Note**: Fancier DashStyles like DashDotDot will require more resources than simple DashStyles like Solid. |
| width | The width of the draw object |
| isDrawOnPricePanel | Determines if the draw-object should be on the price panel or a separate panel |
| isGlobal | Determines if the draw object will be global across all charts which match the instrument |
| templateName | The name of the drawing tool template the object will use to determine various visual properties (empty string could be used to just use the UI default visuals instead) |

**Examples**

| ns | |
| --- | --- |
|  | // Draws a horizontal line Draw.HorizontalLine(this, "tag1", 1000, Brushes.Black); |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Drawing](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) >  **Draw.VerticalLine()** | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/triangleup.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/verticalline.htm) |

**Definition**

Draws a vertical line.

**Method Return Value**

A [VerticalLine](https://ninjatrader.com/es/support/helpGuides/nt8/verticalline.htm) object that represents the draw object.

**Syntax**

Draw.VerticalLine(NinjaScriptBase owner, string tag, DateTime time, Brush brush)  
Draw.VerticalLine(NinjaScriptBase owner, string tag, DateTime time, Brush brush, DashStyleHelper dashStyle, int width, bool drawOnPricePanel)  
Draw.VerticalLine(NinjaScriptBase owner, string tag, int barsAgo, Brush brush)  
Draw.VerticalLine(NinjaScriptBase owner, string tag, int barsAgo, Brush brush, DashStyleHelper dashStyle, int width, bool drawOnPricePanel)  
Draw.VerticalLine(NinjaScriptBase owner, string tag, int barsAgo, bool isGlobal, string templateName)  
Draw.VerticalLine(NinjaScriptBase owner, string tag, DateTime time, bool isGlobal, string templateName)

**Parameters**

|  |  |
| --- | --- |
| owner | The hosting NinjaScript object which is calling the draw method    Typically will be the object which is calling the draw method (e.g., "this") |
| tag | A user defined unique id used to reference the draw object.    For example, if you pass in a value of "myTag", each time this tag is used, the same draw object is modified. If unique tags are used each time, a new draw object will be created each time. |
| barsAgo | The bar the object will be drawn at. A value of 10 would be 10 bars ago. |
| time | The time the object will be drawn at. |
| brush | The brush used to color draw object ([reference](https://msdn.microsoft.com/en-us/library/system.windows.media.brushes%28v=vs.110%29.aspx" \t "_blank)) |
| dashStyle | DashStyleHelper.Dash DashStyleHelper.DashDot DashStyleHelper.DashDotDot DashStyleHelper.Dot DashStyleHelper.Solid    **Note**: Fancier DashStyles like DashDotDot will require more resources than simple DashStyles like Solid. |
| width | The width of the draw object |
| drawOnPricePanel | Determines if the draw-object should be on the price panel or a separate panel |
| isGlobal | Determines if the draw object will be global across all charts which match the instrument |
| templateName | The name of the drawing tool template the object will use to determine various visual properties (empty string could be used to just use the UI default visuals instead) |

**Examples**

| ns | |
| --- | --- |
| // Draws a vertical line Draw.VerticalLine(this, "tag1", 10, Brushes.Black); | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Drawing](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) > [Draw.VerticalLine()](https://ninjatrader.com/es/support/helpGuides/nt8/draw_verticalline.htm) >  **VerticalLine** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/draw_verticalline.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/draw_verticalline.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/brushes.htm) |

**Definition**

Represents an interface that exposes information regarding a Vertical Line [IDrawingTool](https://ninjatrader.com/es/support/helpGuides/nt8/idrawingtool.htm).

**Methods and Properties**

|  |  |
| --- | --- |
| StartAnchor | An [IDrawingTool's ChartAnchor](https://ninjatrader.com/es/support/helpGuides/nt8/idrawingtool.htm" \l "chartanchor) representing the starting point of the drawing object |
| EndAnchor | An [IDrawingTool's ChartAnchor](https://ninjatrader.com/es/support/helpGuides/nt8/idrawingtool.htm" \l "chartanchor) representing the end point of the drawing object |
| Stroke | A [Stroke](https://ninjatrader.com/es/support/helpGuides/nt8/stroke_class.htm) object used to draw the object |

**Examples**

| ns | |
| --- | --- |
| // Instantiate a VerticalLine object VerticalLine myLine = Draw.VerticalLine(this, "tag1", 10, Brushes.Black);   // Change the object's Stroke myLine.Stroke = new Stroke(Brushes.BlanchedAlmond, DashStyleHelper.Dot, 5); | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Drawing](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) >  **DrawObjects** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/candleoutlinebrushes.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/idrawingtool.htm) |

**Definition**

A collection holding all of the drawn chart objects on the chart, for all series. The draw objects can be manually drawn or script generated objects.

|  |
| --- |
| **Notes**:    •When reloading NinjaScript, all objects (including manual drawing tools) are reloaded at the same time. There is no guarantee a manually drawn object will be added to the **DrawObjects** collection before an indicator starts processing data.  •DrawObjects.ToList() is thread safe. DrawObjects collection itself is still dynamic (meaning it updates live) and as a result you can still run the risk of the collection being modified while you try to read it (and thus would see the related C# log entry) However, DrawObjects.ToList() is a snapshot of DrawObjects collection at the time the call is made.  •Also please keep in mind that iterating over a large DrawObjects collection could have an impact on performance  •Draw objects are disposed (for example on chart closing) after State.Terminated is seen for your custom NinjaScript studies potentially working with those |

**Property Value**

A collection of [IDrawingTool](https://ninjatrader.com/es/support/helpGuides/nt8/idrawingtool.htm) objects.

**Syntax**

DrawObjects  
DrawObjects[string tag]  
DrawObjects.Count

**Examples**

| ns**Finding the draw object of a specific tag** |
| --- |
| protected override void OnBarUpdate() {   if (DrawObjects["someTag"] != null && DrawObjects["someTag"] is DrawingTools.Line)   {     // Do something with the drawing tool line   }             // An alternative approach to find the draw object by a tag   if (DrawObjects["someTag"] as DrawingTools.Line != null)   {     // Do something drawing tool line   }       // Yet another way to find a drawing tool by a tag   if (DrawObjects["someTag"].GetType().Name == "Line")   {     // Do something drawing tool line     } } |

| ns**Get the number of draw objects on a chart** |
| --- |
| protected override void OnBarUpdate() {   if (DrawObjects.Count == 3)   {         // Do something   } } |

| ns**Looping through the collection to find specific draw objects** |
| --- |
| protected override void OnBarUpdate() {   // Loops through the DrawObjects collection via a threadsafe list copy   foreach (DrawingTool draw in DrawObjects.ToList())   {     // Finds line objects that are attached globally to all charts of the same instrument     if (draw.IsGlobalDrawingTool && draw is DrawingTools.Line)     {         DrawingTools.Line globalLine = draw as DrawingTools.Line;                                 // Changes the line color and prints its starting and end points         globalLine.Stroke.Brush = Brushes.Black;          Print("Start: " + globalLine.StartAnchor.SlotIndex + " End: " + globalLine.EndAnchor.SlotIndex);     }       // Finds non-global line objects     else if (draw is DrawingTools.Line)     {                       // Indicates if this is a manually drawn or script generated line         Print("Line Object: " + draw.Tag + " Manually Drawn: " + draw.IsUserDrawn);     }   }   } |

|  |  |
| --- | --- |
| **Note**: Typecasting as in the example above will not function the same way in a compiled assembly (DLL). For an alternative approach, see the [Considerations For Compiled Assemblies](https://ninjatrader.com/es/support/helpGuides/nt8/considerations_for_compiled_assemblies.htm) page. | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) >  **DrawOnPricePanel** | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/drawhorizontalgridlines.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/drawverticalgridlines.htm) |

**Definition**

Determines the chart panel the draw objects renders

**Property Value**

This property returns **true** if the indicator paints draw objects on the price panel; otherwise when false, draw objects are painted on the actual indicator panel itself. Default set to **true**.

|  |
| --- |
| **Warning**:  This property should **ONLY** be set from the [OnStateChange()](https://ninjatrader.com/es/support/helpGuides/nt8/onstatechange.htm) method during **State.SetDefaults.**Dynamically using DrawOnPricePanel in an indicator outside of State.SetDefaults may show issues when working with that indicator through a hosting strategy via [AddChartIndicator()](https://ninjatrader.com/es/support/helpGuides/nt8/addchartindicator.htm). |

**Syntax**

DrawOnPricePanel

**Examples**

| ns | |
| --- | --- |
| protected override void OnStateChange() {     if (State == State.SetDefaults)      {           DrawOnPricePanel = false; // Draw objects now paint on the indicator panel itself           AddPlot(Brushes.Orange, "SMA");      } } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Drawing](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) >  **AllowRemovalOfDrawObjects** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/brushes.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/backbrush.htm) |

**Definition**

Determines if programmatically drawn [DrawObjects](https://ninjatrader.com/es/support/helpGuides/nt8/drawingtools_drawobjects.htm) are allowed to remove manually from the chart

**Property Value**

When set to **true**, the draw objects from the indicator or strategy can be deleted from the chart manually by a user. If **false**, draw objects from the indicator or strategy can only be removed from the chart if the script removes the drawing object, or the script is terminates.  Default set to **false**.

**Syntax**

AllowRemovalOfDrawObjects

**Examples**

|  |  |
| --- | --- |
| ns |  |
| protected override void OnStateChange() {     Add(new Plot(Brushes.Orange, "SMA"));     AllowRemovalOfDrawObjects = true; // Draw objects can be removed separately from the script } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Drawing](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) >  **RemoveDrawObject()** | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/pricelevels.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/removedrawobjects.htm) |

**Definition**

Removes a draw object from the chart based on its tag value.

|  |
| --- |
| **Note**:  This method will **ONLY** remove DrawObjects which were created by a NinjaScript object.  User drawn objects **CANNOT** be removed from via NinjaScript |

**Method Return Value**

This method does not return a value

**Syntax**

RemoveDrawObject(string *tag*)

**Parameters**

|  |  |
| --- | --- |
| tag | A user defined unique id used to reference the draw object. For example, if you pass in a value of "myTag", each time this tag is used, the same draw object is modified. If unique tags are used each time, a new draw object will be created each time. |

**Examples**

| ns | |
| --- | --- |
| // Removes a draw object with the tag "tag1" RemoveDrawObject("tag1"); | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm) > [Drawing](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) >  **RemoveDrawObjects()** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/removedrawobject.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/drawing.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/instruments_ninjascript.htm) |

**Definition**

Removes all draw objects originating from the indicator or strategy from the chart.

|  |
| --- |
| **Note**:  This method will **ONLY** remove DrawObjects which were created by a NinjaScript object.  User drawn objects **CANNOT** be removed from via NinjaScript |

**Method Return Value**

This method does not return a value

**Syntax**

RemoveDrawObjects()

**Examples**

| ns | |
| --- | --- |
| // Removes all draw objects RemoveDrawObjects(); | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) >  **Indicator** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/onnextdatapoint.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/addline.htm) |

The methods and properties covered in this section are unique to custom indicator development.  Indicator configuration properties globally define various behaviors of indicators. All properties have default values and can be overridden by setting them in the [OnStateChange()](https://ninjatrader.com/es/support/helpGuides/nt8/onstatechange.htm) method of the indicator.

|  |
| --- |
| **Tip**:  See also the "[Common](https://ninjatrader.com/es/support/helpGuides/nt8/common.htm)" section for more method and properties which are shared by NinjaScript types |

**Methods and Properties**

|  |  |
| --- | --- |
| [AddLine()](https://ninjatrader.com/es/support/helpGuides/nt8/addline.htm) | Adds line objects on a chart. |
| [AddPlot()](https://ninjatrader.com/es/support/helpGuides/nt8/addplot.htm) | Adds plot objects that define how an indicator or strategy data series render on a chart. |
| [BarsRequiredToPlot](https://ninjatrader.com/es/support/helpGuides/nt8/barsrequiredtoplot.htm) | The number of bars on a chart required before the script plots. |
| [DisplayInDataBox](https://ninjatrader.com/es/support/helpGuides/nt8/displayindatabox.htm) | Determines if plot(s) display in the chart data box. |
| [DrawHorizontalGridLines](https://ninjatrader.com/es/support/helpGuides/nt8/drawhorizontalgridlines.htm) | Plots horizontal grid lines on the indicator panel. |
| [DrawOnPricePanel](https://ninjatrader.com/es/support/helpGuides/nt8/drawonpricepanel.htm) | Determines the chart panel the draw objects renders. |
| [DrawVerticalGridLines](https://ninjatrader.com/es/support/helpGuides/nt8/drawverticalgridlines.htm) | Plots vertical grid lines on the indicator panel. |
| [IndicatorBaseConverter](https://ninjatrader.com/es/support/helpGuides/nt8/indicatorbaseconverter.htm) | A custom TypeConverter class handling the designed behavior of an indicator's property descriptor collection. |
| [IsChartOnly](https://ninjatrader.com/es/support/helpGuides/nt8/ischartonly.htm) | If true, any indicator will be only available for charting usage - indicators with this property enabled would for example not be expected to show if called in a SuperDOM or MarketAnalyzer window. |
| [IsSuspendedWhileInactive](https://ninjatrader.com/es/support/helpGuides/nt8/issuspendedwhileinactive.htm) | Prevents real-time market data events from being raised while the indicator's hosting feature is in a state that would be considered suspended and not in immediate use by a user. |
| [PaintPriceMarkers](https://ninjatrader.com/es/support/helpGuides/nt8/paintpricemarkers.htm) | If true, any indicator plot values display price markers in the y-axis. |
| [ShowTransparentPlotsInDataBox](https://ninjatrader.com/es/support/helpGuides/nt8/showtransparentplotsindatabox.htm) | Determines if plot(s) values which are set to a Transparent brush display in the chart data box. |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) >  **AddLine()** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/arelinesconfigurable.htm) |

**Definition**

Adds line objects on a chart.

|  |
| --- |
| **Note:**  Lines are **ONLY** visible from the UI property grid when AddLine() is called from **State.SetDefaults**. If your indicator or strategy dynamically adds lines during **State.Configure**, you will **NOT** have an opportunity to select the line or to set the line configuration via the UI. Alternatively, you may use custom public [Brush](https://ninjatrader.com/es/support/helpGuides/nt8/brushes.htm), [Stroke](https://ninjatrader.com/es/support/helpGuides/nt8/stroke_class.htm) or value properties which are accessible in the **State.SetDefaults** and pass those values to AddLine() during**State.Configure**. Calling AddLine() in this manner should be reserved for special cases.  Please see the examples below. |

**Methods and Properties**

|  |  |
| --- | --- |
| [AreLinesConfigurable](https://ninjatrader.com/es/support/helpGuides/nt8/arelinesconfigurable.htm) | Determines if the [line](https://ninjatrader.com/es/support/helpGuides/nt8/addline.htm)(s) used in an indicator are configurable from within the indicator dialog window. |
| [Line Class](https://ninjatrader.com/es/support/helpGuides/nt8/line_class.htm) | Objects derived from the Line class are used to characterize how an oscillator line is visually displayed (plotted) on a chart. |
| [Lines](https://ninjatrader.com/es/support/helpGuides/nt8/lines.htm) | A collection holding all of the Line objects that define the visualization characteristics oscillator lines of the indicator. |

**Syntax**

AddLine(Brush brush, double value, string name)  
AddLine(Stroke stroke, double value, string name)

|  |
| --- |
| **Warning**: This method should **ONLY**be called within the [OnStateChange()](https://ninjatrader.com/es/support/helpGuides/nt8/onstatechange.htm) method during **State.SetDefaults** or **State.Configure** |

**Parameters**

|  |  |
| --- | --- |
| brush | A Brush object used to construct the line |
| name | A string value representing the name of the line |
| stroke | A Stroke object used to construct the line |
| value | A double value representing the value the line will be drawn at |

**Examples**

| ns | **Defining a single UI configurable static line** |
| --- | --- |
|  | protected override void OnStateChange() {         if (State == State.SetDefaults)   {     Name = "Examples Indicator";       // Adds an oscillator line at a value of 30     AddLine(Brushes.Gray, 30, "Lower");   } } |

| ns | **Indicator which dynamically adds a line in State.Configure** |
| --- | --- |
|  | protected override void OnStateChange() {   if (State == State.SetDefaults)   {     Name                 = "Examples Indicator";       // logical property which user can set     UseSpecialMode   = false;     // Default brush selection pushed to the UI     MyBrush = Brushes.Red;   }   else if (State == State.Configure)   {     // if user enables logical property     if (UseSpecialMode)     {         // add line using default selected brush and special line name         AddLine(MyBrush, 40, "My Special Line");     }     else     {         // otherwise use default selected brush and regular line name         AddLine(MyBrush, 60, "My Regular Line");     }   } }     [XmlIgnore] public Brush MyBrush { get; set; }   public bool UseSpecialMode { get; set; } |

|  |  |
| --- | --- |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) >  **AddPlot()** | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/lines.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/areplotsconfigurable.htm) |

**Definition**

Adds plot objects that define how an indicator or strategy data series render on a chart. When this method is called to add a plot, an associated [Series<double>](https://ninjatrader.com/es/support/helpGuides/nt8/seriest.htm) object is created held in the [Values](https://ninjatrader.com/es/support/helpGuides/nt8/value.htm) collection.

|  |
| --- |
| **Note:**  Plots are **ONLY** visible from the UI property grid when AddPlot() is called from **State.SetDefaults**. If your indicator or strategy dynamically adds plots during **State.Configure**, you will **NOT** have an opportunity to select the plot or to set the plot configuration via the UI.  Alternatively, you may use custom public [Brush](https://ninjatrader.com/es/support/helpGuides/nt8/brushes.htm), [Stroke](https://ninjatrader.com/es/support/helpGuides/nt8/stroke_class.htm), or **PlotStyle** properties which are accessible in **State.SetDefaults** and pass those values to AddPlot() during**State.Configure**.  Calling AddPlot() in this manner should be reserved for special cases.  Please see the examples below. |

**Methods and Properties**

|  |  |
| --- | --- |
| [ArePlotsConfigurable](https://ninjatrader.com/es/support/helpGuides/nt8/areplotsconfigurable.htm) | Determines if the plot(s) used in an indicator are configurable within the indicator dialog window. |
| [Displacement](https://ninjatrader.com/es/support/helpGuides/nt8/displacement.htm) | An offset value that shifts the visually displayed value of an indicator. |
| [PlotBrushes](https://ninjatrader.com/es/support/helpGuides/nt8/plotbrushes.htm) | Holds an array of color series objects holding historical bar colors. |
| [Plots](https://ninjatrader.com/es/support/helpGuides/nt8/plots.htm) | A collection holding all of the Plot objects that define their visualization characteristics. |

**Syntax**

AddPlot(Brush brush, string name)  
AddPlot(Stroke stroke, PlotStyle plotStyle, string name)

|  |
| --- |
| **Warning**: This method should **ONLY**be called within the [OnStateChange()](https://ninjatrader.com/es/support/helpGuides/nt8/onstatechange.htm) method during **State.SetDefaults** or **State.Configure** |

**Parameters**

|  |  |
| --- | --- |
| brush | A Brush object used to construct the plot |
| name | A string representing the name of the plot |
| plotStyle | A PlotStyle object used to construct the style of the plot    Possible values:   PlotStyle.Bar PlotStyle.Block PlotStyle.Cross PlotStyle.Dot PlotStyle.Hash PlotStyle.HLine PlotStyle.Line  PlotStyle.PriceBox PlotStyle.Square PlotStyle.TriangleDown PlotStyle.TriangleLeft PlotStyle.TriangleRight PlotStyle.TriangleUp |
| stroke | A Stroke object used to construct the plot |

|  |
| --- |
| **Tips:**  1.We suggest using the NinjaScript wizard to generate your plots.  2.[Plot](https://ninjatrader.com/es/support/helpGuides/nt8/plots.htm) objects **DO NOT** hold the actual script values. They simply define how the script's values are plotted on a chart.  3.A script may calculate multiple values and therefore hold multiple plots to determine the display of each calculated value. Script values are held in the script's [Values](https://ninjatrader.com/es/support/helpGuides/nt8/value.htm) collection.  4.If you script calls AddPlot() multiple times, then multiple Values series are added per the "three value series" example below  5.For [MultiSeries scripts](https://ninjatrader.com/es/support/helpGuides/nt8/multi-time_frame__instruments.htm), plots are synched to the primary series of the NinjaScript object. |

**Examples**

| ns | **Indicator using various AddPlot() signatures** |
| --- | --- |
|  | protected override void OnStateChange() {   if (State == State.SetDefaults)   {     Name = "Examples Indicator";       // Adds a blue line style plot     AddPlot(Brushes.Blue, "myPlot");       // Adds a blue historgram style plot     AddPlot(new Stroke(Brushes.Blue), PlotStyle.Bar, "myPlot");   } } |

| ns | **Indicator which adds three value series** |
| --- | --- |
|  | protected override void OnStateChange() {   if (State == State.SetDefaults)   {     Name = "Examples Indicator";       // Add three plots and associated Series<double> objects     AddPlot(Brushes.Blue, "PlotA");     // Defines the plot for Values[0]     AddPlot(Brushes.Red, "PlotB");     // Defines the plot for Values[1]     AddPlot(Brushes.Green, "PlotC");   // Defines the plot for Values[2]   } } protected override void OnBarUpdate() {   Values[0][0] = Median[0];   // Blue "Plot A"   Values[1][0] = Low[0];       // Red "Plot B"   Values[2][0] = High[0];     // Green "Plot C" } |

| ns | **Indicator which dynamically adds a plot in State.Configure** |
| --- | --- |
|  | protected override void OnStateChange() {   if (State == State.SetDefaults)   {     Name                 = "Examples Indicator";       // logical property which user can set     UseSpecialMode   = false;     // Default brush selection pushed to the UI     MyBrush = Brushes.Red;   }   else if (State == State.Configure)   {     // if user enables logical property     if (UseSpecialMode)     {         // add plot using default selected brush and special plot name         AddPlot(MyBrush, "My Special Plot");     }     else     {         // otherwise use default selected brush and regular plot name         AddPlot(MyBrush, "My Regular Plot");     }   } }   protected override void OnBarUpdate() {   if (UseSpecialMode)     Value[0] = Close[0] + High[0] / 2;     else Value[0] = Close[0] \* TickSize / 2; }   [XmlIgnore] public Brush MyBrush { get; set; }   public bool UseSpecialMode { get; set; } |

|  |  |
| --- | --- |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) >  **BarsRequiredToPlot** | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/plots.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/displayindatabox.htm) |

**Definition**

The number of bars on a chart required before the script plots.

|  |
| --- |
| **Note**:  This property is **NOT** the same as a minimum number of bars required to calculate the script values.  OnBarUpdate will always start calculating for the first bar on the chart (CurrentBar 0) |

**Property Value**

An int value that represents the minimum number of bars required.

**Syntax**

BarsRequiredToPlot

**Examples**

| ns | |
| --- | --- |
| protected override void OnStateChange() {      if (State == State.SetDefaults)      {           BarsRequiredToPlot = 10; // Do not plot until the 11th bar on the chart          AddPlot(Brushes.Orange, "SMA");      }     } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) >  **DisplayInDataBox** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/barsrequiredtoplot.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/drawhorizontalgridlines.htm) |

**Definition**

Determines if plot(s) display in the chart data box.

**Property Value**

This property returns **true** if the indicator plot(s) values display in the chart data box; otherwise, **false**. Default set to **true**.

|  |
| --- |
| **Warning**:  This property should **ONLY** bet set from the [OnStateChange()](https://ninjatrader.com/es/support/helpGuides/nt8/onstatechange.htm) method during **State.SetDefaults** or **State.Configure** |

**Syntax**

DisplayInDataBox

**Examples**

| ns | |
| --- | --- |
| protected override void OnStateChange() {     if (State == State.SetDefaults)     {         DisplayInDataBox = false;           AddPlot(Brushes.Orange, "SMA");     } } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) >  **DrawHorizontalGridLines** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/displayindatabox.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/drawonpricepanel.htm) |

**Definition**

Plots horizontal grid lines on the indicator panel.

|  |
| --- |
| **Note**:  The indicator panel's parent chart has a similar option 'Grid line - horizontal  which if Visible property set to **false**, will override the indicator's local setting if **true**. |

**Property Value**

This property returns **true** if horizontal grid lines are plotted on the indicator panel; otherwise, **false**. Default set to **true**.

|  |
| --- |
| **Warning**:  This property should **ONLY** be set from the [OnStateChange()](https://ninjatrader.com/es/support/helpGuides/nt8/onstatechange.htm) method during **State.SetDefaults** or **State.Configure** |

**Syntax**

DrawHorizontalGridLines

**Examples**

| ns | |
| --- | --- |
| protected override void OnStateChange() {     if (State == State.SetDefaults)     {         DrawHorizontalGridLines = false; // Horizontal grid lines will not plot on the indicator panel             AddPlot(Brushes.Orange, "SMA");     } } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) >  **DrawOnPricePanel** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/drawhorizontalgridlines.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/drawverticalgridlines.htm) |

**Definition**

Determines the chart panel the draw objects renders

**Property Value**

This property returns **true** if the indicator paints draw objects on the price panel; otherwise when false, draw objects are painted on the actual indicator panel itself. Default set to **true**.

|  |
| --- |
| **Warning**:  This property should **ONLY** be set from the [OnStateChange()](https://ninjatrader.com/es/support/helpGuides/nt8/onstatechange.htm) method during **State.SetDefaults.**Dynamically using DrawOnPricePanel in an indicator outside of State.SetDefaults may show issues when working with that indicator through a hosting strategy via [AddChartIndicator()](https://ninjatrader.com/es/support/helpGuides/nt8/addchartindicator.htm). |

**Syntax**

DrawOnPricePanel

**Examples**

| ns | |
| --- | --- |
| protected override void OnStateChange() {     if (State == State.SetDefaults)      {           DrawOnPricePanel = false; // Draw objects now paint on the indicator panel itself           AddPlot(Brushes.Orange, "SMA");      } } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) >  **DrawOnPricePanel** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/drawhorizontalgridlines.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/drawverticalgridlines.htm) |

**Definition**

Determines the chart panel the draw objects renders

**Property Value**

This property returns **true** if the indicator paints draw objects on the price panel; otherwise when false, draw objects are painted on the actual indicator panel itself. Default set to **true**.

|  |
| --- |
| **Warning**:  This property should **ONLY** be set from the [OnStateChange()](https://ninjatrader.com/es/support/helpGuides/nt8/onstatechange.htm) method during **State.SetDefaults.**Dynamically using DrawOnPricePanel in an indicator outside of State.SetDefaults may show issues when working with that indicator through a hosting strategy via [AddChartIndicator()](https://ninjatrader.com/es/support/helpGuides/nt8/addchartindicator.htm). |

**Syntax**

DrawOnPricePanel

**Examples**

| ns | |
| --- | --- |
| protected override void OnStateChange() {     if (State == State.SetDefaults)      {           DrawOnPricePanel = false; // Draw objects now paint on the indicator panel itself           AddPlot(Brushes.Orange, "SMA");      } } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) >  **IndicatorBaseConverter Class** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/drawverticalgridlines.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/ischartonly.htm) |

**Definition**

A custom [TypeConverter](https://msdn.microsoft.com/en-us/library/system.componentmodel.typeconverter%28v=vs.110%29.aspx" \t "_blank) class handling the designed behavior of an indicator's property descriptor collection.  Use this as a base class for any custom **TypeConverter** you are applying to an indicator class.

|  |
| --- |
| **Notes:**  •A working NinjaScript demo can be found through the reference sample on "[Using a TypeConverter to Customize Property Grid Behavior](http://ninjatrader.com/support/forum/showthread.php?t=97919" \t "_blank)"  •When applying the custom converter, you must fully qualify the name (e.g., "NinjaTrader.NinjaScript.Indicators.MyCustomConveter")  •Additional **TypeConverter** information can be found from the [MSDN documentation](https://msdn.microsoft.com/en-us/library/system.componentmodel.typeconverter%28v=vs.110%29.aspx)  •See also [TypeConverterAttribute](https://ninjatrader.com/es/support/helpGuides/nt8/typeconverterattribute.htm)  •For Strategies, see the [StrategyBaseConverter](https://ninjatrader.com/es/support/helpGuides/nt8/strategybaseconverter.htm) class |

**Relevant base methods**

|  |  |
| --- | --- |
| [TypeConverter.GetProperties()](https://msdn.microsoft.com/en-us/library/system.componentmodel.typeconverter.getproperties(v=vs.110).aspx) | When overriding **GetProperties()**, calling base.GetProperties() ensures that all default property grid behavior works as designed |
| [TypeConverter.GetPropertiesSupported()](https://msdn.microsoft.com/en-us/library/system.componentmodel.typeconverter.getpropertiessupported(v=vs.110).aspx) | In your custom converter class, you must override **GetPropertiesSupported()**and return a value of **true** in order for your custom type converter to work |

**Syntax**

public class IndicatorBaseConverter : TypeConverter

|  |
| --- |
| **Warning**:  Failure to apply a type of **IndicatorBaseConverter** on an indicator class can result in unpredictable behavior of the standard NinjaTrader WPF property grid. |

|  |
| --- |
| **Tip**: Common indicator functions like Print() are not available to a type converter instance.  To debug a type converter class, you can use the AddOn [Debug Concepts](https://ninjatrader.com/es/support/helpGuides/nt8/alert_and_debug_concepts.htm) or [attach to a debugger](https://ninjatrader.com/es/support/helpGuides/nt8/visual_studio_debugging.htm) (recommended) |

**Examples**

| ns | |
| --- | --- |
| //This namespace holds Indicators in this folder and is required. Do not change it. namespace NinjaTrader.NinjaScript.Indicators {   // When applying the type converter, you must fully qualify the name   [TypeConverter("NinjaTrader.NinjaScript.Indicators.MyCustomConveter")]   public class MyCustomIndicator : Indicator   {     protected override void OnStateChange()     {         if (State == State.SetDefaults)         {           Name   = "MyCustomIndicator";         }     }       protected override void OnBarUpdate()     {         //Add your custom indicator logic here.     }   }     public class MyCustomConveter : IndicatorBaseConverter   {     // A general TypeConveter method used for converting types     public override PropertyDescriptorCollection GetProperties(ITypeDescriptorContext context, object component, Attribute[] attrs)     {         // sometimes you may need the indicator instance which actually exists on the grid         MyCustomIndicator indicator = component as MyCustomIndicator;           // base.GetProperties ensures we have all the properties (and associated property grid editors)         // NinjaTrader internal logic handles for a given indicator         PropertyDescriptorCollection propertyDescriptorCollection = base.GetPropertiesSupported(context)                 ? base.GetProperties(context, component, attrs) : TypeDescriptor.GetProperties(component, attrs);           if (indicator == null || propertyDescriptorCollection == null)           return propertyDescriptorCollection;           // example of why you may need the instance that exists on the grid....         if (indicator.EntryHandling == EntryHandling.UniqueEntries)         {           // do something in the event a property contains some value...         }           // Loop all of the properties of the indicator         foreach (PropertyDescriptor property in propertyDescriptorCollection)         {           // do something with a specific property             // cannot call Print() here           // but you can call the static Output window "Process()"           NinjaTrader.Code.Output.Process(property.Name, PrintTo.OutputTab1);         }           // must return the collection after making changes         return propertyDescriptorCollection;     }       // Important:  This must return true otherwise the type converter will not be called     public override bool GetPropertiesSupported(ITypeDescriptorContext context)     { return true; }     }   } } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) >  **IsChartOnly** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/indicatorbaseconverter.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/issuspendedwhileinactive.htm) |

**Definition**

If true, any indicator will be only available for charting usage - indicators with this property enabled would for example not be expected to show if called in a SuperDOM or MarketAnalyzer window.

**Property Value**

This property returns **true** if the indicator can only be used on a chart; otherwise, **false**. Default set to **false**.

|  |
| --- |
| **Warning**:  This property should **ONLY** bet set from the [OnStateChange()](https://ninjatrader.com/es/support/helpGuides/nt8/onstatechange.htm) method during **State.SetDefaults** or **State.Configure** |

**Syntax**

IsChartOnly

**Examples**

| ns | |
| --- | --- |
| protected override void OnStateChange() {     if (State == State.SetDefaults)     {         IsChartOnly = true; // Allow the indicator to work in charting environment only           } } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) >  **IsSuspendedWhileInactive** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/ischartonly.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/paintpricemarkers.htm) |

**Definition**

Prevents OnBarUpdate from being raised while the indicators display is not in use.  Enabling this property in your indicator helps save CPU cycles while the indicator is suspended and not in use by a user.  Once the indicator is in a state that would no longer be considered suspended, the historical OnBarUpdate() events will be triggered allowing the indicator to catch up to current real-time values.

Suspension occurs in the following scenarios:

•Minimized Chart

•Minimized Market Analyzer

•Minimized Hot List Analyzer

•Minimized SuperDOM

•Background tabs of above features are considered "minimized"

•Inactive workspaces in the background

|  |
| --- |
| **Note**:  Since events in OnBarUpdate() will not be processed while the indicator is suspended, internal NinjaScript functions such as [Alert()](https://ninjatrader.com/es/support/helpGuides/nt8/alert.htm), [PlaySound()](https://ninjatrader.com/es/support/helpGuides/nt8/playsound.htm), [Share()](https://ninjatrader.com/es/support/helpGuides/nt8/share.htm), [Print()](https://ninjatrader.com/es/support/helpGuides/nt8/print.htm), etc - or any other method that would be used to notify a user of activity will **NOT** be processed until the indicator is un-suspended. |

**Scenarios where suspension will not occur**

The **IsSuspendedWhileInactive** property will be ignored and real-time events will be processed as normal under the following cases:

•Indicators running in [Automated NinjaScript Strategies](https://ninjatrader.com/es/support/helpGuides/nt8/running_a_ninjascript_strategy.htm)

•Indicators which have [manually configured alerts](https://ninjatrader.com/es/support/helpGuides/nt8/alerts_dialog.htm)

•Indicators which have been [manually attached to orders](https://ninjatrader.com/es/support/helpGuides/nt8/attachingorderstoindicators.htm)

**Property Value**

This property returns **true** if indicator can take advantage of suspension optimization; otherwise, **false**. Default set to **false**.

|  |
| --- |
| **Note**:  This property is overridden to "**true**" automatically by the [NinjaScript Code Wizard](https://ninjatrader.com/es/support/helpGuides/nt8/ns_wizard.htm).  You will need to remove the property to return to the default value or manually set it to false to disable this behavior |

|  |
| --- |
| **Warning**:  This property should **ONLY** bet set from the [OnStateChange()](https://ninjatrader.com/es/support/helpGuides/nt8/onstatechange.htm) method during **State.SetDefaults** or **State.Configure** |

**Syntax**

IsSuspendedWhileInactive

**Examples**

| ns | |
| --- | --- |
| protected override void OnStateChange() {     if (State == State.SetDefaults)     {         IsSuspendedWhileInactive = true;     } } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) >  **IsSuspendedWhileInactive** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/ischartonly.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/paintpricemarkers.htm) |

**Definition**

Prevents OnBarUpdate from being raised while the indicators display is not in use.  Enabling this property in your indicator helps save CPU cycles while the indicator is suspended and not in use by a user.  Once the indicator is in a state that would no longer be considered suspended, the historical OnBarUpdate() events will be triggered allowing the indicator to catch up to current real-time values.

Suspension occurs in the following scenarios:

•Minimized Chart

•Minimized Market Analyzer

•Minimized Hot List Analyzer

•Minimized SuperDOM

•Background tabs of above features are considered "minimized"

•Inactive workspaces in the background

|  |
| --- |
| **Note**:  Since events in OnBarUpdate() will not be processed while the indicator is suspended, internal NinjaScript functions such as [Alert()](https://ninjatrader.com/es/support/helpGuides/nt8/alert.htm), [PlaySound()](https://ninjatrader.com/es/support/helpGuides/nt8/playsound.htm), [Share()](https://ninjatrader.com/es/support/helpGuides/nt8/share.htm), [Print()](https://ninjatrader.com/es/support/helpGuides/nt8/print.htm), etc - or any other method that would be used to notify a user of activity will **NOT** be processed until the indicator is un-suspended. |

**Scenarios where suspension will not occur**

The **IsSuspendedWhileInactive** property will be ignored and real-time events will be processed as normal under the following cases:

•Indicators running in [Automated NinjaScript Strategies](https://ninjatrader.com/es/support/helpGuides/nt8/running_a_ninjascript_strategy.htm)

•Indicators which have [manually configured alerts](https://ninjatrader.com/es/support/helpGuides/nt8/alerts_dialog.htm)

•Indicators which have been [manually attached to orders](https://ninjatrader.com/es/support/helpGuides/nt8/attachingorderstoindicators.htm)

**Property Value**

This property returns **true** if indicator can take advantage of suspension optimization; otherwise, **false**. Default set to **false**.

|  |
| --- |
| **Note**:  This property is overridden to "**true**" automatically by the [NinjaScript Code Wizard](https://ninjatrader.com/es/support/helpGuides/nt8/ns_wizard.htm).  You will need to remove the property to return to the default value or manually set it to false to disable this behavior |

|  |
| --- |
| **Warning**:  This property should **ONLY** bet set from the [OnStateChange()](https://ninjatrader.com/es/support/helpGuides/nt8/onstatechange.htm) method during **State.SetDefaults** or **State.Configure** |

**Syntax**

IsSuspendedWhileInactive

**Examples**

| ns | |
| --- | --- |
| protected override void OnStateChange() {     if (State == State.SetDefaults)     {         IsSuspendedWhileInactive = true;     } } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) >  **PaintPriceMarkers** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/issuspendedwhileinactive.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/showtransparentplotsindatabox.htm) |

**Definition**

If true, any indicator plot values display price markers in the y-axis.

**Property Value**

This property returns **true** if the indicator plot values display in the y-axis; otherwise, **false**. Default set to **true**.

|  |
| --- |
| **Warning**:  This property should **ONLY** bet set from the [OnStateChange()](https://ninjatrader.com/es/support/helpGuides/nt8/onstatechange.htm) method during **State.SetDefaults** or **State.Configure** |

**Syntax**

PaintPriceMarkers

**Examples**

| ns | |
| --- | --- |
| protected override void OnStateChange() {     if (State == State.SetDefaults)     {         PaintPriceMarkers = true; // Indicator plots values display in the y-axis             AddPlot(Brushes.Orange, "SMA");     } } | |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) >  **ShowTransparentPlotsInDataBox** | | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/paintpricemarkers.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/market_analyzer_column.htm) |

**Definition**

Determines if plot(s) values which are set to a Transparent brush display in the chart data box.  The default behavior is to hide any plots which have been configured as a Transparent brush, however this behavior can be changed by setting **ShowTransparentPlotsInDataBox** to **true** on the indicator.

**Property Value**

This property returns **true** if transparent indicator plot(s) values display in the chart data box; otherwise, **false**. Default set to **false**.

|  |
| --- |
| **Warning**:  This property should **ONLY** bet set from the [OnStateChange()](https://ninjatrader.com/es/support/helpGuides/nt8/onstatechange.htm) method during **State.SetDefaults** or **State.Configure** |

**Syntax**

ShowTransparentPlotsInDataBox

**Examples**

| ns | |
| --- | --- |
| protected override void OnStateChange() {     if (State == State.SetDefaults)     {         ShowTransparentPlotsInDataBox = true;           AddPlot(Brushes.Transparent, "MyPlot");     } } | |
| **Navigation:**  »No topics above this level«  **Set Up** | | [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/sharpdx_directwrite_textlayout.htm) |

The first step in creating a custom indicator is to use the custom indicator wizard. The wizard will generate the required NinjaScript code that will serve as the foundation for your custom indicator.

1. Within the NinjaTrader Control Center window select the Tools-->New NinjaScript-->Indicator... menu

2. Press the "Next >" button

**Defining Indicator Properties and Name**  
Below you will define your indicators name and several indicator properties.

//screen shot

3. Enter the information as shown above

4. We have checked the option "Overlay on price" which means that this will be a price overlay indicator (will plot on top of the price data instead of in its own indicator panel)

5. Press the "Next >" button

**Defining Input Parameters**

Below you will define your indicator's input parameters. These are any parameters that can be changed by the user and used in the calculation of the indicators value(s). If your indicator does not require any parameters leave the "Name" fields blank.

//screen shot

6. Enter the information as shown above  
7. Press the "Next >" button

**Defining Plots**

Below you will define how your indicator is plotted on a chart.

//screen shot

8. Enter the information as shown above.

9. Press the "Next >" button

**Defining Oscillator Lines**

Below you will define any required oscillator lines. This would be the "Zero" line in the CCI indicator for example. If your indicator does not require any oscillator lines leave the "Name" fields blank.

//screen shot

10. Enter the information as shown above (make sure the "Name" fields are blank since we do not need an oscillator line for a simple moving average indicator)

11. Press the "Next >" button

12. We are now finished entering in our indicator set up information. Press "Finish" button.

\* At any time, you can press the "Generate" button in the wizard if you do not need to go through each of the wizard steps.

You will now see the NinjaScript Editor preloaded with NinjaScript code generated by the wizard. It should look something like the image below.

//screen shot

Your primary area of concern will be sections "2" and "3".

1. This section provides the indicator with the chart display name and description used in the Indicator Dialog window.

2. The OnStateChange() section is processed only once when the indicator is initially loaded (added to a chart for example) and can be used to set up any indicator configuration requirements. You can see that this wizard generated code that added the plot color and style and set the "Overlay" property which we configured in the wizard in step 4 above. The default value of the "Period" parameter is set in the "Variables" region of the code above OnStateChange().

3. This is the section that is called on each bar update (incoming tick) and is where you will enter your indicator logic

|  |  |
| --- | --- |
| **Navigation:**  [NinjaScript](https://ninjatrader.com/es/support/helpGuides/nt8/ninjascript.htm) > [Language Reference](https://ninjatrader.com/es/support/helpGuides/nt8/language_reference_wip.htm) > [Indicator](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) >  **AddPlot()** | [Previous page](https://ninjatrader.com/es/support/helpGuides/nt8/lines.htm) [Return to chapter overview](https://ninjatrader.com/es/support/helpGuides/nt8/indicator.htm) [Next page](https://ninjatrader.com/es/support/helpGuides/nt8/areplotsconfigurable.htm) |

**Definition**

Adds plot objects that define how an indicator or strategy data series render on a chart. When this method is called to add a plot, an associated [Series<double>](https://ninjatrader.com/es/support/helpGuides/nt8/seriest.htm) object is created held in the [Values](https://ninjatrader.com/es/support/helpGuides/nt8/value.htm) collection.

|  |
| --- |
| **Note:**  Plots are **ONLY** visible from the UI property grid when AddPlot() is called from **State.SetDefaults**. If your indicator or strategy dynamically adds plots during **State.Configure**, you will **NOT** have an opportunity to select the plot or to set the plot configuration via the UI.  Alternatively, you may use custom public [Brush](https://ninjatrader.com/es/support/helpGuides/nt8/brushes.htm), [Stroke](https://ninjatrader.com/es/support/helpGuides/nt8/stroke_class.htm), or **PlotStyle** properties which are accessible in **State.SetDefaults** and pass those values to AddPlot() during**State.Configure**.  Calling AddPlot() in this manner should be reserved for special cases.  Please see the examples below. |

**Methods and Properties**

|  |  |
| --- | --- |
| [ArePlotsConfigurable](https://ninjatrader.com/es/support/helpGuides/nt8/areplotsconfigurable.htm) | Determines if the plot(s) used in an indicator are configurable within the indicator dialog window. |
| [Displacement](https://ninjatrader.com/es/support/helpGuides/nt8/displacement.htm) | An offset value that shifts the visually displayed value of an indicator. |
| [PlotBrushes](https://ninjatrader.com/es/support/helpGuides/nt8/plotbrushes.htm) | Holds an array of color series objects holding historical bar colors. |
| [Plots](https://ninjatrader.com/es/support/helpGuides/nt8/plots.htm) | A collection holding all of the Plot objects that define their visualization characteristics. |

**Syntax**

AddPlot(Brush brush, string name)  
AddPlot(Stroke stroke, PlotStyle plotStyle, string name)

|  |
| --- |
| **Warning**: This method should **ONLY**be called within the [OnStateChange()](https://ninjatrader.com/es/support/helpGuides/nt8/onstatechange.htm) method during **State.SetDefaults** or **State.Configure** |

**Parameters**

|  |  |
| --- | --- |
| brush | A Brush object used to construct the plot |
| name | A string representing the name of the plot |
| plotStyle | A PlotStyle object used to construct the style of the plot    Possible values:   PlotStyle.Bar PlotStyle.Block PlotStyle.Cross PlotStyle.Dot PlotStyle.Hash PlotStyle.HLine PlotStyle.Line  PlotStyle.PriceBox PlotStyle.Square PlotStyle.TriangleDown PlotStyle.TriangleLeft PlotStyle.TriangleRight PlotStyle.TriangleUp |
| stroke | A Stroke object used to construct the plot |

|  |
| --- |
| **Tips:**  1.We suggest using the NinjaScript wizard to generate your plots.  2.[Plot](https://ninjatrader.com/es/support/helpGuides/nt8/plots.htm) objects **DO NOT** hold the actual script values. They simply define how the script's values are plotted on a chart.  3.A script may calculate multiple values and therefore hold multiple plots to determine the display of each calculated value. Script values are held in the script's [Values](https://ninjatrader.com/es/support/helpGuides/nt8/value.htm) collection.  4.If you script calls AddPlot() multiple times, then multiple Values series are added per the "three value series" example below  5.For [MultiSeries scripts](https://ninjatrader.com/es/support/helpGuides/nt8/multi-time_frame__instruments.htm), plots are synched to the primary series of the NinjaScript object. |

**Examples**

| ns | **Indicator using various AddPlot() signatures** |
| --- | --- |
|  | protected override void OnStateChange() {   if (State == State.SetDefaults)   {     Name = "Examples Indicator";       // Adds a blue line style plot     AddPlot(Brushes.Blue, "myPlot");       // Adds a blue historgram style plot     AddPlot(new Stroke(Brushes.Blue), PlotStyle.Bar, "myPlot");   } } |

| ns | **Indicator which adds three value series** |
| --- | --- |
|  | protected override void OnStateChange() {   if (State == State.SetDefaults)   {     Name = "Examples Indicator";       // Add three plots and associated Series<double> objects     AddPlot(Brushes.Blue, "PlotA");     // Defines the plot for Values[0]     AddPlot(Brushes.Red, "PlotB");     // Defines the plot for Values[1]     AddPlot(Brushes.Green, "PlotC");   // Defines the plot for Values[2]   } } protected override void OnBarUpdate() {   Values[0][0] = Median[0];   // Blue "Plot A"   Values[1][0] = Low[0];       // Red "Plot B"   Values[2][0] = High[0];     // Green "Plot C" } |

| ns | **Indicator which dynamically adds a plot in State.Configure** |
| --- | --- |
|  | protected override void OnStateChange() {   if (State == State.SetDefaults)   {     Name                 = "Examples Indicator";       // logical property which user can set     UseSpecialMode   = false;     // Default brush selection pushed to the UI     MyBrush = Brushes.Red;   }   else if (State == State.Configure)   {     // if user enables logical property     if (UseSpecialMode)     {         // add plot using default selected brush and special plot name         AddPlot(MyBrush, "My Special Plot");     }     else     {         // otherwise use default selected brush and regular plot name         AddPlot(MyBrush, "My Regular Plot");     }   } }   protected override void OnBarUpdate() {   if (UseSpecialMode)     Value[0] = Close[0] + High[0] / 2;     else Value[0] = Close[0] \* TickSize / 2; }   [XmlIgnore] public Brush MyBrush { get; set; }   public bool UseSpecialMode { get; set; } |